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Abstract

This thesis proposes a new paradigm for autonomous underwater naviga-
tion in environments where traditional localization systems—such as GNSS, in-
ertial navigation, or acoustic positioning—are unavailable or unreliable. Draw-
ing inspiration from biological systems that exhibit cycle navigation patterns,
this work introduces the concept of stable cycles as a core principle for robotic
navigation. Rather than relying on absolute positioning, the robot starts by
navigating along periodic trajectories defined by a timed automaton. These
cyclic trajectories are controlled using a set of low-dimensional sensory inputs,
which are enough to reach a desired state and ta stay stable around it. The-
oretical results establish local and global stability conditions for these cycles
using tools from set methods, positive invariant sets, and capture basins. A
transitionmechanism between cycles enables long-range navigation across com-
plex, unstructured environments without the need for global localization. This
approach is validated through numerical simulations and field experiments
using the BlueBoat platform, demonstrating robust, low-power navigation
capabilities. Overall, the work opens new pathways for energy-efficient, sensor-
minimal navigation strategies in autonomous marine systems, with potential
applications ranging from environmental monitoring to military surveillance.

Abstract

Cette thèse propose un nouveau paradigme pour la navigation autonome
sous-marine dans des environnements où les systèmes classiques de localisation
— tels que le GNSS, la navigation inertielle ou le positionnement acoustique —
sont indisponibles ou peu fiables. En s’inspirant des systèmes biologiques qui
présentent des schémas de navigation cycliques, ce travail introduit le concept
de cycles stables comme principe fondamental pour la navigation robotique.
Plutôt que de s’appuyer sur une localisation absolue, le robot commence par
suivre des trajectoires périodiques définies par un automate temporisé. Ces
trajectoires cycliques sont contrôlées à l’aide d’un ensemble réduit de capteurs,
suffisant pour atteindre un état souhaité et rester stable autour de celui-ci. Des
résultats théoriques établissent des conditions de stabilité locale et globale
de ces cycles en s’appuyant sur des outils issus des méthodes ensemblistes,
des ensembles invariants positifs et des bassins d’attraction. Un mécanisme
de transition entre cycles permet une navigation à longue portée dans des
environnements complexes et non structurés, sans besoin de localisation globale.
Cette approche est validée par des simulations numériques et des expériences
en mer avec la plateforme BlueBoat, démontrant des capacités de navigation
robustes et à faible consommation d’énergie. Dans l’ensemble, ce travail ouvre
de nouvelles perspectives pour des stratégies de navigation sobres en capteurs et
en énergie, applicables aux systèmes marins autonomes, avec des applications
potentielles allant de la surveillance environnementale à la reconnaissance
militaire.
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Chapter 1 Introduction

1.1 The Challenge of Marine Robot Navigation

The exploration and monitoring of marine environments represent one of the most signif-
icant frontiers in robotics research. Oceans cover more than 70% of Earth’s surface, yet
remain largely unexplored, with estimates suggesting that less than 20% of the ocean floor
has been mapped at high resolution [63]. The development of autonomous marine robots
has emerged as a promising solution to this exploration challenge, offering capabilities
for extended missions in harsh environments where human presence is limited or impos-
sible. However, despite significant technological advances, current marine robotics face
persistent challenges that limit their effectiveness, particularly in the domain of navigation.

Modern approaches to marine robot navigation have relied heavily on Global Naviga-
tion Satellite System (GNSS) technology, and inertial navigation systems (INS).While GNSS
provides excellent positional accuracy in surface operations, its signals cannot penetrate
water beyond shallow depths, rendering it ineffective for submerged operations [53, 47].
Alternative solutions such as acoustic positioning systems require infrastructure deploy-
ment and offer limited range [62]. Meanwhile, INS systems suffer from drift over time,
necessitating periodic position corrections [72]. To contain the drift due to the integration
of linear accelerations and angular velocities given by the INS, a DVL is typically used
to measure the velocity relative to the ground. The most advanced current approaches
combine multiple sensing modalities with sophisticated algorithms, including Simultane-
ous Localization and Mapping (SLAM) [105, 79, 35], particle filters [108], and increasingly,
deep neural networks for environmental feature recognition and localization [12]. How-
ever, these techniques mainly rely on the availability of landmarks [96]. A landmark is a
punctual feature of known position that can be detected using a sensor, such as a camera
or a sonar, and that can be used to correct the position estimation of the robot. In this
work, we will refer to these approaches as conventional approaches. In contrast to these
methods, we will attempt to find navigation strategies in areas without landmarks, where
conventional methods would be challenging to use.

These conventional approaches share common limitations that restrict their practical
deployment, particularly for long-duration missions or in resource-constrained scenarios.
First, they typically demand substantial computational resources, limiting operational
duration due to power constraints. Second, they often require expensive, high-precision
sensors that increase system complexity and cost. Third, many rely on detailed prior
environmental knowledge or infrastructure that may be unavailable in remote or unex-
plored regions. Finally, these systems frequently lack the robustness and adaptability
demonstrated by biological organisms navigating in similar environments.

The limitations of existing approaches create a compelling case for alternative navi-
gation paradigms that emphasize efficiency, robustness, and simplicity—characteristics
abundantly demonstrated in biological navigation systems that have evolved over millions
of years.

1.2 Biological Navigation Using Cyclical Patterns

Nature has developed remarkably efficient solutions to the challenge of navigation across
vast distanceswithout the benefit of precise positioning systems or extensive computational
resources. Numerous species demonstrate the ability to navigate reliably using minimal
sensory inputs and relatively simple behavioral patterns, often structured around cyclical
movements and responses. These biological systems provide valuable inspiration for
developing more efficient robotic navigation approaches.
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1.2 Biological Navigation Using Cyclical Patterns

1.2.1 Sea Turtle Navigation

Sea turtles represent one of the most impressive examples of long-distance marine naviga-
tion. Loggerhead sea turtles (Caretta caretta) shown in Figure 1.1, undertake transoceanic
migrations spanning thousands of kilometers between feeding and nesting grounds, often
returning with remarkable precision to their natal beaches after years at sea [58]. Re-
search suggests that these turtles employ a multi-modal navigation strategy that includes
geomagnetic field detection to determine latitude and longitude positions [57].

Figure 1.1 Loggerhead sea turtle (Caretta caretta)

Particularly relevant to this research is the turtles use of cyclical swimming patterns
during migration. In [31], Hays et al. observed that migrating turtles often engage in
characteristic looping behaviors when encountering specific oceanographic features, such
as frontal zones or current boundaries. These repeating movement patterns appear to
serve both as a search strategy and as a means of maintaining position relative to dynamic
environmental features. The cyclical behaviors seem to function as a form of ”embodied
navigation,” where the physical interaction between the animal’s movement pattern and
the environment itself facilitates orientation and progress toward a goal.

1.2.2 Migratory Bird Navigation

Migratory birds demonstrate perhaps the most studied examples of long-distance naviga-
tion using cyclical patterns. Species such as the Arctic tern (Sterna paradisaea) complete
annual migrations of over 70,000 kilometers, navigating between the Arctic and Antarctic
with remarkable precision [23]. These birds integrate multiple navigational cues, including
solar and stellar compasses, geomagnetic sensors, and visual landmarks.

Of particular interest is the discovery that many migratory birds use a cyclical oscil-
lation pattern when maintaining course over long distances. Radar tracking studies by
Cochran et al. [16] revealed that thrushes engaged in nocturnal migration maintain their
heading through a series of corrective maneuvers, creating a regular oscillation around
their intended course rather than flying in a perfectly straight line. This approach appears
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Chapter 1 Introduction

to provide robustness against navigational errors and environmental perturbations. Fur-
thermore, birds often use regular spiraling flight patterns when seeking thermal updrafts
or when descending to investigate potential stopover sites, demonstrating how cyclical
movement patterns can efficiently extract environmental informationwithminimal sensory
input [104].

1.2.3 Fish Schooling and Migration

Many fish species employ cyclical patterns both in schooling behaviors and during mi-
grations. Atlantic bluefin tuna (Thunnus thynnus), for example, undertake precise annual
migrations across the Atlantic Ocean, following consistent routes that correlate with
oceanographic features [70]. Recent research by Papastamatiou et al. [70] demonstrated
that these migrations involve regular, stereotyped diving behaviors forming diel vertical
migration cycles that appear linked to both thermoregulation and navigation.

At a smaller scale, schooling fish demonstrate remarkably stable group movement pat-
terns despite each individual following relatively simple behavioral rules. These emergent
cyclical patterns—oscillations between expansion and contraction, coordinated turns, and
polarized movement—emerge from local interactions rather than global coordination [18].
This represents a powerful example of how complex navigation can emerge from simple
rules when coupled with environmental interactions and social dynamics.

1.2.4 Insect Navigation Using Path Integration

Even organisms with relatively simple nervous systems demonstrate sophisticated cyclical
navigation strategies. Desert ants (Cataglyphis sp.) navigate across featureless terrain
using path integration, continuously calculating their position relative to their nest by
integrating the distance and direction traveled [98]. When uncertainty in their position
estimate increases, these ants engage in characteristic search patterns consisting of loops
of increasing size centered on their estimated nest location. This systematic search pattern
demonstrates how simple cyclical behaviors can efficiently resolve navigational uncertainty
with minimal computational resources.

Similarly, honeybees use the famous ”waggle dance” to communicate the location
of food sources relative to the hive. This communication system encodes distance and
direction information through the duration and orientation of a figure-eight movement pat-
tern [25]. Beyond communication, bees also use systematic scanning flights characterized
by regular oscillations to map novel environments and calibrate their visual navigation
systems [20].

These biological examples collectively illustrate how cyclical patterns—whether in
movement, sensor sampling, or internal state transitions—can serve as the foundation
for robust navigation strategies that require minimal sensory input and computational
resources. The ubiquity of such patterns across diverse species suggests their fundamental
utility as a navigation paradigm, particularly in scenarioswhere efficiency and resilience are
prioritized over absolute precision. Without turning it into bio-inspired robotics, in which
the goal is to faithfully imitate animal behaviors by implementing it into robots [26, 109],
this work instead applies general concepts of animal navigation to robots.

1.3 Benefits of Cyclic Navigation for Marine Robotics

The application of biologically-inspired cyclical navigation patterns to marine robotics
offers several compelling advantages over conventional approaches. These benefits address
many of the core challenges facing current marine robotic systems.
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1.4 Research Approach: Stable Cycles for Marine Navigation

1.3.1 Energy Efficiency

Energy constraints represent one of themost significant limitations for autonomousmarine
robots, particularly for long-durationmissions. Biologically-inspired cyclical navigation ap-
proaches offer substantial energy efficiency improvements through multiple mechanisms.
First, by reducing computational demands through simpler algorithmic approaches, power
consumption from onboard processing can be dramatically reduced. Second, cyclical move-
ment patterns can be designed to exploit environmental dynamics, such as currents, wave
action, or thermal gradients, similar to how birds utilize thermals or fish leverage ocean
currents. In [99], Weihs demonstrated theoretically that appropriately designed oscil-
latory swimming patterns can reduce energy consumption by up to 25% compared to
constant-speed straight-line travel. Furthermore, Webb and Keyes [97] showed empirically
that fish-inspired undulatory propulsion coupled with optimized swimming cycles could
achieve propulsive efficiencies exceeding conventional marine propulsion systems.

1.3.2 Robustness and Resilience

Biological navigation systems demonstrate remarkable robustness in the face of environ-
mental variability, sensor limitations, and even physical damage. This resilience stems
largely from their reliance on redundant, overlapping systems and adaptive behavioral
patterns rather than brittle, high-precision approaches. By implementing cyclical naviga-
tion patterns that continuously interact with and sample the environment, robotic systems
can achieve similar resilience properties.

Cyclical approaches naturally incorporate continuous error correction, as demonstrated
by the path integration and systematic search patterns of desert ants [98]. When position
estimates become uncertain, expanding the search pattern can efficiently relocalize the
systemwithout requiring absolute position information. Additionally, the repetitive nature
of cyclical patterns facilitates the detection of environmental changes through comparison
across cycles, enabling adaptation to dynamic conditions without requiring comprehensive
environmental models.

1.3.3 Simplicity and Scalability

Perhaps the most significant advantage of biologically-inspired cyclical navigation is its
inherent simplicity. Rather than requiring complex world models, detailed maps, or
sophisticated sensor fusion algorithms, cyclical approaches can operate effectively using
relatively simple state machines and minimal sensor inputs. This simplicity translates
directly to improved reliability, reduced development costs, and greater ease of deployment
across diverse platforms.

The scalability of cyclical navigation approaches is particularly relevant for marine
robotics applications that may require the deployment of multiple coordinated vehicles.
Simple, rule-based navigation systems enable more effective scaling tomulti-robot systems,
as demonstrated by the emergent coordination seen in fish schools and bird flocks [18]. This
scalability advantage becomes increasingly important as marine research and monitoring
applications evolve toward distributed sensing paradigms requiring coordinated swarms
of autonomous vehicles.

1.4 Research Approach: Stable Cycles for Marine Navigation

This thesis focuses on the navigation of robots inspired by the cyclical patterns that can be
found in nature [55], without actually adopting bio-inspired robotics [8]. Rather than at-
tempting to mimic specific biological mechanisms, the research abstracts the fundamental
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principles of cyclical navigation into a computational framework suitable for implementa-
tion on autonomous marine robots. In this navigation paradigm, measurements trigger
events to control the shape of the cycle, and the robot behavior. This event-driven approach
is not new [75, 61] but far from being widespread in the field of marine robotics.

At its core, the approach leverages stable limit cycles—self-sustaining oscillatory tra-
jectories—as the fundamental building blocks of navigation behavior. These limit cycles
are generated through carefully designed nonlinear dynamical systems expressed as state
machines with minimal sensory inputs. The state machines process raw data from basic
exteroceptive sensors (e.g., light, magnetic field, pressure, water flow) [68, 106] to modu-
late the parameters of the limit cycles, creating environmentally responsive yet inherently
stable navigation behaviors.

Unlike conventional approaches that separate perception, planning, and control into
distinct systems, this research integrates these functions through the direct coupling
of sensory inputs to the parameters of the limit cycle generators. This tight coupling
creates an embodied navigation system where the robot’s physical interaction with the
environment becomes an integral part of the navigation process itself, similar to how sea
turtles’ swimming patterns interact with ocean currents to maintain heading.

The implementation approach emphasizes computational frugality, requiring only
modest onboard processing capabilities comparable tomicrocontroller-class systems rather
than the powerful embedded computers typically associated with autonomous marine
robots. This computational efficiency stems from the use of simple state transition rules
rather than complex optimization algorithms or neural network computations. The result-
ing system maintains stable navigation behavior while continuously adapting to environ-
mental conditions through the modulation of key limit cycle parameters based on sensor
inputs. Preliminary experiments conducted in controlled tank environments and limited
field trials demonstrate that these biologically-inspired cyclical navigation patterns can
achieve reliable goal-directed navigation using significantly fewer computational resources
than conventional approaches. Particularly promising results have been observed in sce-
narios involving gradient following, boundary tracking, and homing behaviors—tasks that
mirror the ecological navigation challenges faced by the biological systems that inspired
this work.

1.5 Potential Impact and Applications

The development of biologically-inspired cyclical navigation systems for marine robots
has the potential to transform multiple fields that rely on autonomous marine exploration
and monitoring. By enabling longer missions with simpler, more energy-efficient systems,
this approach directly addresses several key challenges in marine robotics applications.

1.5.1 Oceanographic Research

Oceanographic research increasingly depends on autonomous platforms to collect data
across vast spatial and temporal scales that would be impossible to cover with surface
vehicle based methods alone. Current autonomous oceanographic systems face significant
limitations in deployment duration and operational range due to energy constraints and
reliability issues. The cyclical navigation approach developed in this research could enable
substantially longer deployments of autonomous oceanographic sensors, particularly for
applications such as long-term monitoring of dynamic oceanographic features, tracking
of marine biological phenomena, or persistent sampling of environmentally sensitive
regions [81].
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1.6 Thesis Statement and Dissertation Structure

1.5.2 Environmental Monitoring

Environmental monitoring applications, from water quality assessment to harmful algal
bloom tracking, require increasingly responsive and adaptive sampling strategies. The
cyclical navigation approach is particularly well-suited to adaptive environmental moni-
toring scenarios, as it naturally implements behaviors such as boundary tracking, gradient
following, and source localization—all critical capabilities for effective environmental mon-
itoring [110]. By enabling these capabilities with minimal computational overhead, the
approach could dramatically expand the deployment scale of environmental monitoring
systems while reducing their cost and complexity.

1.5.3 Autonomous Marine Systems

Beyond scientific applications, the principles developed in this research have significant im-
plications for commercial and industrial autonomous marine systems. From autonomous
surface vessels for shipping and logistics to subsea inspection and maintenance robots,
the maritime industry increasingly seeks more reliable, efficient autonomous capabilities.
The robust, energy-efficient navigation approach presented here addresses key industry
challenges related to operational endurance, reliability in GPS-denied environments, and
resilience to sensor failures or environmental disturbances.

1.5.4 Biologically-Inspired Robotics

This research contributes to the broader field of biologically-inspired robotics by demon-
strating how fundamental principles extracted from biological navigation systems can be
effectively translated into engineered systems. Rather than attempting to directly replicate
biological mechanisms, which often proves challenging due to the significant differences
between biological and engineered substrates, this work focuses on abstracting functional
principles at a higher level. This approach to bio-inspiration—focusing on behavioral
patterns and system-level organization rather than mechanism-level mimicry—provides a
template for future bio-inspired robotics research across domains.

1.5.5 Surveillance and Security

The cycle navigation approach also has potential applications in surveillance and security
operations, particularly in scenarios where persistent monitoring of large areas is required.
This method allows a deployment of autonomous underwater vehicles without any exter-
nal positioning system setup, such as Long BaseLine (LBL) or Ultra-Short BaseLine (USBL)
which require extensive infrastructure, impossible to deploy in hostile areas. Furthermore,
this method is based on a few exteroceptive measurements, which guarantees stealth and
low detectability. This is well suited for military operations, such as reconnaissance, mine
warfare, port or bay surveillance, and enemy area mapping.

1.6 Thesis Statement and Dissertation Structure

This dissertation advances the thesis that biologically-inspired navigation based on sta-
ble limit cycles can enable robust, energy-efficient autonomous navigation for marine
robots using minimal sensor data and computational resources. Through theoretical de-
velopment, simulation studies, and experimental validation, the work demonstrates that
appropriately designed cyclical navigation patterns can achieve performance comparable
to conventional approaches while significantly reducing computational complexity and
energy requirements. The remainder of this dissertation is organized as follows:
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Chapter 1 Introduction

Figure 1.2 shows the organization of the manuscript. This manuscript is divided into
two parts: Part I Tools and Part II Contributions. Part I presents the theoretical tools which
are prerequisites for the contributions presented in Part II.

In this first part, Chapter 2 introduces the mathematical tools used to model dynamical
systems, Chapter 3 presents the formalism of automata theory, particularly timed automata,
that plays a crucial role in the cycle navigation, and then Chapter 4 introduces the set
methods that will be used to prove the stability, and to solve the state estimation problem.

In the contributions part, Chapter 5 presents the formalism of the cycle navigation, and
the premises of the cycle control, which is the main contribution of this thesis. Chapter 6
then presents the stability analysis of the cycle control, that will be done using the set
methods introduced in Chapter 4. Chapter 7 introduces strategies that can be used to
navigate using the cycle paradigm, and Chapter 8 solves the state estimation problem
using set methods, and estimate the state of the cycle.

Part I Tools

Chapter 2
Dynamical Systems

Chapter 3
Automata Theory

Chapter 4
Set Methods

Part II Contributions

Chapter 5
Cycle Control

Chapter 6
Cycle Stability

Chapter 7
Cycle Navigation

Chapter 8
Cycle State Estimation

Figure 1.2 Organization of the manuscript
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Chapter 2 Dynamical systems modelling

2.1 Introduction

The study of dynamical systems and their control represents a cornerstone of modern
robotics, providing the theoretical foundation for systems that can navigate complex
environments with precision and reliability. This section introduces the fundamental
concepts of control theory as applied to dynamical systems, which forms the basis for our
research on navigation using stable cycles.

This chapter aims to provide a way to model the dynamics of robotic systems that
can be continuous or discrete, and to understand how these systems evolve over time.
Such models will be useful in Chapter 5 to define the cycle navigation designed for a
robot. This navigation concept is based on the coupling of a timed automaton with a robot,
which allows the robot to navigate along a cycle, that is continuous on each segment in the
state space of the robot. This is why both continuous and discrete dynamical systems are
presented in this chapter.

Control theory examines how the behavior of dynamical systems can be modified
through feedback mechanisms to achieve desired outcomes. We present this theoretical
framework by distinguishing between two principal mathematical formulations: continu-
ous dynamical systems and discrete dynamical systems. This classification reflects not
only different mathematical representations but also distinct approaches to control design
and analysis.

Continuous dynamical systemsmodel phenomenawhere state variables evolve smoothly
over time, typically described through differential equations. These systems capture the
physics of motion and force interactions that govern robotic platforms in their environ-
ments. In contrast, discrete dynamical systems represent processes where state updates
occur at specific time instances, described by difference equations. This formulation proves
particularly valuable for digital control implementations and for analyzing systems at
strategic sampling points.

These two approaches allow us to model a wide range of systems, from simple me-
chanical systems to complex robotic platforms. They both play an important role in the
cycle navigation.

The following sections detail the mathematical foundations of both continuous and
discrete dynamical systems, exploring their stability properties, control strategies, and
limitations. This theoretical groundwork establishes the context for our novel approach
to navigation using stable cyclic behaviors, which addresses key challenges in modern
robotics applications.

2.2 Dynamical Systems

2.2.1 General definition

Definition 1. A dynamical system describes the evolution of a system according to a set of
differential equations [89]. In its most general form, we consider a state variable x(C) ∈ S that
evolves according to

¤x(C) = f (x(C), C), (2.1)

where,
(i) T is the time set containing the evolution parameter C,
(ii) S is the state space containing the system state x,
(iii) f : S × T → S is the evolution function that describes the dynamics of the system.

Remark. Most robotic systems have either Z or R as time set T , and R= as state space S.
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2.2 Dynamical Systems

Definition 2. An autonomous dynamical system is a special case of a dynamical system where
the evolution function does not explicitly depend on the independent variables such as time [89]. In
this case, the system can be expressed as:

¤x(C) = f (x(C)). (2.2)

In the context of robotic systems, an input u(C) is used to control the system.

Definition 3. A controlled dynamical system is a dynamical system that includes control
inputs [89]. It can be expressed as:

¤x(C) = f (x(C), u(C)), (2.3)

where
(i) U is the input space containing the control inputs u.

This model of controlled dynamical system is well suited to model a robot, which has
a state x(C) that evolves over time according to the input u(C).

Example 1. Consider the unicycle model [84] of a mobile robot, which is a common model used in
robotics. The state of the robot is x =

[
G H �

]) , where (G, H) ∈ R2 is the position of the robot in
the plane and � ∈ S1 is the orientation of the robot. The input vector is u =

[
E $

]) , where E is
the linear velocity, and $ is the angular velocity of the robot. The evolution of the robot is given by

¤x(C) = f (x, u) =

E cos(�)
E sin(�)

$

 . (2.4)

2.2.2 Initial Value Problem

To determine the behavior of a dynamical system, we need to solve the Initial Value
Problem (IVP), which combines the differential equation with an initial condition.

Definition 4. An Initial Value Problem (IVP) is a problem defined by a differential equation
and an initial condition [89]. It follows{

¤x(C) = f (x(C))
x(C0) = x0

, (2.5)

where
(i) ¤x(C) = f (x(C)) is the evolution equation of an autonomous system,
(ii) C0 is the initial time,
(iii) x0 is the initial state of the system.

Under appropriate conditions on the evolution function f , specifically when f is Lips-
chitz continuous, the Picard-Lindelöf theorem guarantees the existence and uniqueness of
a solution to the IVP for some time space T containing C0 [89].

This solution is the trajectory of the system in the state space x(C), which represents
the state of the system at time C given the initial condition x0 at time C0.

13



Chapter 2 Dynamical systems modelling

2.2.3 The Flow Function

The solution to the IVP is the flow function, denoted as φ(C , C0 , x0), which represents the
state of the system at time C when starting from the initial state x0 at time C0. The flow
function is a fundamental concept in dynamical systems, as it describes how the state of
the system evolves over time.

Definition 5. The flow function φ(C , C0 , x0) is defined as the solution to Equation (2.5)

x(C) = φ(C , C0 , x0) (2.6)

Remark. For autonomous systems, where the dynamics do not explicitly depend on time, the flow
function simplifies to φ(C − C0 , x0), reflecting time-invariance of the system [85, 45]

Example 2. Recalling the unicycle model, the flow function can be derived from the evolution
equation Equation (2.4). The solution of this evolution function can be expressed analytically from
a starting state x0 =

[
G0 H0 �0

]) if the input vector u is constant. As the unicycle model is
time-invariant, the initial time C0 is irrelevant, and we can set C0 = 0 without loss of generality.

In the case of a constant linear velocity E and a null angular velocity $ = 0, the trajectory of
the robot is a straight line, and the flow function is given by

φ(C , x0) =

G0 + EC cos(�0)
H0 + EC sin(�0)

�0

 . (2.7)

If the linear velocity is constant and the angular velocity is constant $ ≠ 0, the trajectory of the
robot is a circular arc, and the flow function is given by

φ(C , x0) =

G0 + E

F (sin(�0 + $C) − sin(�0))
H0 − E

F (cos(�0 + $C) − cos(�0))
�0 + $C

 . (2.8)

The flow function possesses several important properties which will be used in the
following sections.

Property 1. The flow function φ(C , C0 , x0) satisfies the following properties:
(i) φ(C0 , C0 , x0) = x0 (initial condition)
(ii) φ(C2 , C1 , )(C1 , C0 , x0)) = φ(C2 , C0 , x0) (group property)
(iii) %

%Cφ(C , C0 , x0) = f (φ(C , C0 , x0), C) (differentiability)

This flow function plays a crucial role to define the trajectory of the robot in the
state space, which is a key point of the navigation using stable cycles presented in this
manuscript. By knowing the flow function of the robot, we can determine the shape of the
cycle, which is mandatory to design the state automaton that will allow the cycle to be
stable in the environment.

2.2.4 Trajectory in State Space

Definition 6. The trajectory or orbit [74, 102, 73] of a dynamical system from an initial state
x0 is the set of points in the state space visited by the system as time evolves:

�(x0) = {)(C , C0 , x0) : C ∈ T }

14
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The collection of all possible trajectories forms the phase portrait of the system, pro-
viding a geometric representation of the system’s behavior across the entire state space.
This geometric interpretation is particularly valuable for understanding the qualitative
behavior of nonlinear systems where closed-form solutions often cannot be obtained.

In the context of navigation using stable cycles, these trajectories become especially
significant as we seek to identify and utilize cycle-based patterns that exhibit stability
properties advantageous for robotic control strategies.

Definition 7. A closed trajectory or periodic orbit is a special type of trajectory in state space
that repeats itself after a fixed time interval. For an autonomous system following Equation (2.2),
an orbit γ(x0) is periodic if

∃) > 0, ∀C ≥ C0 ,φ(C + ), C, x0) = φ(C , C , x0), (2.9)

where the smallest positive value of ) satisfying this condition is called the period of the periodic
orbit.

Definition 8. A periodic point x? of period ) is a point in the state space that lies on a periodic
orbit. It satisfies the condition

φ(), C0 , x?) = x? . (2.10)

The set of all points on this periodic orbit forms a closed curve in the state space.

Definition 9. The periodic orbit Γ is defined as the set of all periodic points in the state space. It
can be expressed as:

Γ = {x? = φ(C , C0 , x?) ∈ S , 0 ≤ C < )} (2.11)

where x? is a periodic point of period ).

Example 3. Consider the two-dimensional autonomous system of the undamped harmonic oscillator.
The system is described by

¤x(C) =
[

0 1
−$2 0

]
x(C). (2.12)

where $ > 0 is a constant parameter representing the angular frequency of the system. The unique
solution to this system with initial condition x0 =

[
G0 E0

]) at time C0 is given by

x(C) =
[
G0 cos($C) + E0

$ sin($C)
−$G0 sin($C) + E0 cos($C)

]
. (2.13)

The flow function is derived from Equation (2.13) and is given by

φ(C , x0) =
[

cos($C) 1
$ B8=($C)

−$ sin($C) 2>B($C)

]
x0. (2.14)

For any non-zero initial condition x0 ≠ 0, the trajectory traces an ellipse in the phase plane
with period ) = 2�

$ . This can be verified by observing that

φ(), x0) =
[

cos(2�) 1
$ sin(2�)

−$ sin(2�) cos(2�)

]
x0 =

[
1 0
0 1

]
x0 = x0. (2.15)

In the phase plane (G1, G2), these trajectories form concentric ellipses around the origin, which
is an equilibrium point of the system. The shape of these ellipses depends on the value of $, and
each closed trajectory represents a periodic orbit with the same period ) = 2�

$ .
This harmonic oscillator example illustrates how periodic orbits manifest in a simple yet funda-

mental two-dimensional system, providing insight into the geometric structure of the flow in phase
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Figure 2.1 Phase portrait of the harmonic oscillator system Equation (2.12) with $ = 1 rad s−1.

space. Such oscillatory behavior forms the basis for numerous natural and engineered periodic
phenomena, from pendulum movements to electrical circuits, and serves as a building block for
more complex periodic behaviors in robotic systems.

This example illustrates how periodic orbits manifest in a simple yet fundamental two-
dimensional system, providing insight into the geometric structure of the flow in phase
space. Such oscillatory behavior forms the basis for numerous natural and engineered
periodic phenomena, from pendulum movements to electrical circuits, and serves as a
building block for more complex periodic behaviors in robotic systems.

However, this example highlights a continuum of stable cycles, in the sense that it exists
another periodic orbit in the neighborhood of each periodic orbit of the pendulum. There
are also examples of isolated periodic cycles. These cycles are called limit cycles [85, 45].

The Van der Pol oscillator is a well-known example of a system with a limit cycle. It is
described by the following differential equation:

¤x(C) =
[

G2
−�(G2

1 − 1)G2 − G1

]
. (2.16)

The Van der Pol oscillator exhibits a stable limit cycle for � > 0, which attracts nearby
trajectories in the state space. This means that regardless of the initial conditions, the
system will converge to this limit cycle over time.

Figure 2.2 illustrates the phase portrait of the Van der Pol oscillator with � = 1. The
limit cycle is shown as a closed curve in the state space, and nearby trajectories converge
to this limit cycle.

The navigation using stable cycles presented in this manuscript is based on the concept
of limit cycles. The goal is to design a cycle that is stable in the environment, meaning that
the robot will converge to this cycle regardless of its initial state. The nature of these cycles
is different from the harmonic oscillator, as they are isolated in the state space. This means
that there is no continuum of stable cycles around them, and the robot will converge to
the limit cycle regardless of its initial state.
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Figure 2.2 Phase portrait of the Van der Pol oscillator Equation (2.16) with � = 1. Arrows indicate
the direction of the flow in the state space, and three trajectories are shown converging to the limit
cycle.

2.3 Continuous dynamical systems

This section is dedicated to the presentation of continuous dynamical systems. We are
now interested in controlled dynamical systems, which are system that admit an input
u(C) that can be used to control the system. This model is well suited to model a robot,
which has a state x(C) that evolves over time according to the input u(C). These inputs are
typically the commands sent to the actuators, which are mainly thruster velocities and
control surface angles in marine robotics.

As the robot needs to estimate its state to be controlled, the measurement equation
will also be introduced to model the measurements y(C) of the system relative to its state
x(C). This model will be fundamental in Chapter 5 to model the robot.

These systems are defined by a set of differential equations that describe the evolution
of the state of the system over time. As the system is continuous, the time parameter C is
defined in the set of real numbers R.

2.3.1 Nonlinear continuous systems

Definition 10. A continuous dynamical system of state x(C) ∈ S, of input u(C) ∈ U , and of
output y(C) ∈ Y is a mathematical model of a system defined by{ ¤x(C) = f (x(C), u(C))

y(C) = g(x(C)) , (2.17)

where C ∈ R, f : S ×U → S and g : S → Y are two non-linear functions [54].

As f and g do not depend on the time C, the system is time-invariant [85, 45], meaning
that the system does not change over time. Time-dependent systems will not be consid-
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Chapter 2 Dynamical systems modelling

ered in this manuscript, as they are not suitable to model the cycle navigation presented
in Chapter 5.

Remark. Sensors can be of two types: proprioceptive sensors, which measure internal physical
quantities of the robot (e.g., linear acceleration, angular velocity, etc.), and exteroceptive sensors,
which measure external physical quantities of the robot (e.g., distance to obstacles, position of the
robot, etc.). For example, an Inertial Measurement Unit (IMU) measures linear acceleration and
angular velocity of the robot. This is then a proprioceptive sensor. A sonar is an exteroceptive sensor,
as it measures the distance to obstacles in the environment.

Example 4. Suppose a pendulum of length ; is swinging under the effect of gravity of intensity 6
and a torque D generated by a motor at the rotation point, as shown in Figure 2.3.

�

$

D

Figure 2.3 Simple pendulum

The state of the system x =
[
� $

]) is defined by the angle � between the pendulum and the
vertical axis and the angular velocity $. By defining by � the output of the system, the dynamics of
the pendulum follows 

¤� = $

¤$ = − 6
;

sin(�) + D

H = �

. (2.18)

This differential equation can be put into the form of the continuous dynamical system
f (x, D) =

[
$

− 6; sin(�) + D

]
6(x) = �

. (2.19)

2.3.2 Linear continuous systems

In the case where the evolution equation f (x, u) is linear, the system is called linear. Linear
systems are defined by a set of linear differential equations that describe the evolution of
the state of the system over time.

Definition 11. A linear system [54], see Figure 2.4, of state x(C), of input u(C), and of output y(C)
is a mathematical model of a system defined by{ ¤x = Ax + Bu

y = Cx
. (2.20)

In most cases, evolution equations f of systems are non-linear. However, some systems
are linear. For instance, this is the case for the harmonic oscillator.
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B +
∫
A

C yu ¤x x

Figure 2.4 Block diagram of a continuous linear system

Example 5. The harmonic oscillator is a continuous dynamical system that, when displaced from
its equilibrium position, experiences a restoring force proportional to the displacement. This system
is modelled by { ¥G = −$2G + D

H = G
, (2.21)

where $ is the angular frequency of the oscillator. This system can be put into the form of a
continuous linear system defined by

A =

[
0 1
−$2 0

]
, B =

[
0
1

]
, C =

[
1 0

]
. (2.22)

A common approach to deal with non-linear systems is to linearize them around an
equilibrium point (x, u) to obtain a linear approximation of the system.

Consider the continuous dynamical system defined by ¤x = f (x, u). Around an equi-
librium point x, the state can be expressed as a deviation x̃ = x − x from this point. The
input of the system is also expressed as a deviation ũ = u − u from the equilibrium input.
The idea is then to write the differential equation of the system in terms of x̃ and ũ by
using Taylor expansion of the evolution equation, and by neglecting terms of order two
and higher.

¤x = f (x, u) + %f
%x
(x, u)(x − x) + %f

%u
(x, u)(u − u). (2.23)

Since x is an equilibrium point, f (x, u) = 0. Therefore, with A = %f
%x (x, u) and B =

%f
%u (x, u)

¤̃x = Ax̃ + Bũ. (2.24)

Example 6. The pendulum system can be linearized around its equilibrium state x̄ =
[
0 0

]
, and on

this state the input D = 0. By using Taylor expansion of the pendulum dynamics of Equation (2.18)
around this equilibrium state, the linearized system follows

¥� = − 6
;
� + D. (2.25)

This equation models the evolution of a continuous linear system with

A =

[
0 1
− 6; 0

]
, B =

[
0
1

]
, � =

[
1 0

]
. (2.26)

2.4 Discrete dynamical systems

There are dynamical systems that are described by discrete evolution equations. This is the
case for instance of financial transactions, traffic lights, digital electronics, communication
systems, and so on. In these cases, the state of the system is updated at discrete time
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steps. The discrete systems are defined by a set of difference equations that describe the
evolution of the state of the system over time. As the system is discrete, the time parameter
C is defined in the set of integers Z. This discretization can also be a way to model a
continuous system which is sampled at discrete time intervals, as in the case of a robot
that is controlled at a fixed frequency. This will be the case in Chapter 5, in which the robot
modelled by continuous dynamical system is discretized along its trajectory constant per
segment. In this case, the discretization is asynchronous and event driven, as the duration
of segment is not fixed, and can be driven by measurements in the environment.

2.4.1 Non-linear discrete systems

Definition 12. A discrete dynamical system of state x: ∈ S, of input u: ∈ U , and of output
y: ∈ Y is a mathematical model of a system defined by{

x:+1 = f (x: , u:)
y: = g(x:)

, (2.27)

where C ∈ Z, f : S → S and g : S → Y are two non-linear functions [54].

Example 7. The pendulum system can be discretized by using the Euler method, by approximating
the derivative of the state by the tangent equation ¤x =

x:+1−x:
ΔC , then

f (x: , D:) =
[

�: + ΔC ¤�:
¤�: + ΔC

(
D: − 6

; sin(�:)
) ] . (2.28)

2.4.2 Linear discrete systems

Definition 13. A linear system of state x: ∈ S, of input u: ∈ U , and of output y: ∈ Y is a
mathematical model of a system defined by{

x:+1 = Ax: + Bu:
y: = Cx:

. (2.29)

Figure 2.5 shows the block diagram representation of a discrete linear system. This
representation uses the z-transform to express the delay between x: and x:+1.

B + I−1

A

C y:u:
x:+1 x:

Figure 2.5 Block diagram of a discrete linear system

Remark. Sometimes discrete systems are modeled by{
x:+1 = Ax: + Bu:

y: = Cx: +Du:
(2.30)

In this equation, the output y: depends on the input u: . In this case, it is possible to return to a
system verifying Equation (2.29) by defining a new output z: = y: −Du: .
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Example 8. Consider a bouncing ball of mass < falling under gravity 6 and bouncing on the
ground. The state of the ball at time C is denoted by x =

[
I E

]) where I is the height of the ball
and E is its velocity. The initial state of the ball is x0 =

[
I0 0

]) . The ball dynamics follows the
free fall evolution equation

¤x =

{
E

−6 . (2.31)

A bounce occurs when I = 0. By denoting by C: the time of the :Cℎ bounce, by x: the state of
the ball, and by E: the velocity of the ball at this time, the bounce effect on the velocity follows

E(C+
:
) = −4E(C−: ), (2.32)

where 4 is the coefficient of restitution (0 ≤ 4 ≤ 1), E(C−
:
) is the velocity of the ball just before

the bounce, and E(C+
:
) is the velocity just after the bounce. If 4 = 1 the bounce is perfectly elastic

and the velocity will not decrease over bounces, while if 4 = 0 the bounce is perfectly inelastic and
the velocity will be null after the first bounce.

The ball will bounce asynchronously. This means that the time between two successive bounces
is not constant and depends on the velocity of the ball. The bouncing time C: follows


C0 =

√
26I0

C:+1 = C: +
2|E:|
6

(2.33)

Supposing the output of the system H: is the velocity of the ball at the :Cℎ bounce. The system
follows {

E:+1 = 4E:

H: = E:
, (2.34)

with the coefficients of the discrete dynamical system that can be identified by � = 4, � = 0, and
� = 1.

Figure 2.6 shows the simulation of the bouncing ball system with an initial height of I0 = 10 m,
and a restitution coefficient 4 = 0.8. The height of the ball over time is shown in Figure 2.6a, while
the velocity E: and the bounce time C: over bounces are shown in Figure 2.6b. This simulation
shows the asynchronous behavior of the considered discrete system of output the velocity of the ball
at each bounce.
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(b) Velocity E: and bounce time C: over bounces

Figure 2.6 Bouncing ball simulation
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As for continuous systems, it is possible to linearize discrete systems around an equi-
librium point (x, u) to obtain a linear approximation of the system. This is usefull to apply
results available for linear systems.

Consider the discrete nonlinear dynamical system defined by x:+1 = f (x: , u:). Around
an equilibrium point x, the state can be expressed as a deviation x̃ = x: − x from this point.
The input of the system is also expressed as a deviation ũ = u: − u from the equilibrium
input. The idea is then to write the difference equation of the system in terms of x̃ and ũ
by using Taylor expansion of the evolution equation, and by neglecting terms of order two
and higher.

x:+1 = f (x, u) + %f
%x
(x, u)(x: − x) + %f

%u
(x, u)(u: − u). (2.35)

Since x is an equilibrium point, f (x, u) = x, and it can be combined with x:+1 to form
x̃:+1. Therefore, with A = %f

%x (x, u) and B = %f
%u (x, u)

x̃:+1 = Ax̃ + Bũ. (2.36)

Example 9. The linearized pendulum could also be discretized by using the Euler method. The
discrete system follows

f (x: , D:) =
[

1 ΔC

−ΔC 6

; 1

]
x +

[
0
ΔC

]
D: . (2.37)

2.5 Controllability and Observability

Controllability and observability were introduced in [41]. These criteria are particularly
used to classify systems in terms of their ability to be controlled to any state, and whether
from the outputs the state of the system can be reconstructed. Moreover, they are only
valid for linear systems. These criteria are only applicable to linear systems, but for both
continuous and discrete systems.

In this work, these concepts will play a crucial role, as the robot is equipped with
a few sensors, and needs to evolve in a reduced event-driven environment. We should
then ensure that the system is controllable and sufficiently observable to use the cycle
navigation, but the system will not be fully observable as the localization of the robot will
remain unknown. All these concepts will be used in Chapter 5.

Remark. In the non-linear case, the controllability and observability can be studied around
an operating point by linearizing the system around this point. This gives an insight on the
controllability and the observability of the system, but no results can be guaranteed in this case.

2.5.1 Controllability

The controllability is a criterion which expresses the possibility to change the state of the
system from any initial value to any final value within a finite time window [41, 54].

Definition 14. A linear system in dimension = defined by Equation (2.29) is controllable if
and only if the controllability matrix is C =

[
B AB . . . A=−1B

]
has a full row rank. In other

words, the rank of the controllability matrix is equal to =.

2.5.2 Observability

The observability is a criterion which expresses the ability to retrieve the state of the system
from its outputs [41, 54].
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Definition 15. A linear system in dimension = defined by Equation (2.29) is observable if and

only if the observability matrix O =


C

CA
...

CA=−1

 has a full column rank. In other words, the rank of

the observability matrix is equal to =.

2.6 State observer

In robotics, the state of a dynamical system often includes variables that are not directly
measurable. For instance, while we can measure the position of a robot, we might not
be able to measure its velocity or internal states directly. State observers are designed to
estimate the state of the dynamical system from the measurable outputs and inputs of the
system.

The primary goal of a state observer is to provide an estimate of the system’s state
vector x(C), denoted as x̂(C), using the system’s input u(C) and output y(C). This estimation
is crucial for implementing advanced control strategies, such as state feedback control,
where the full state vector is required.

2.6.1 Need for a state observer

In the linear case, and in the case of sufficiently well-chosen measurements, the matrix C
can be inverted to obtain the state of the system from measurements [54] using

x̂ = C−1y. (2.38)

However, when the dimension of the output vector y is not the same as the dimension
of the state vector x, it becomes impossible to directly infer the state from the output. This
discrepancy is common in robotics, where sensors provide limited information about
the system. State observers bridge this gap by using a model of the system dynamics to
estimate the full state vector.

Example 10. For example, consider a robotic arm with two rotational joints. The state vector of
this system is the two joint angles x =

[
�1 �2

]) . If high quality encoders are measuring angles,

the output vector is y = Cx =

[
1 0
0 1

]
x =

[
�1
�2

]
. The estimated state is x̂ = C−1y.

2.6.2 Luenberger observer design

Continuous Luenberger observer

The Luenberger observer is a state observer that estimates the state of a linear system using
the system’s input and output [59]. The estimated state is denoted by x̂(C), and is adjusted
at each iteration by comparing predicted outputs ŷ(C) = �x̂(C) with real outputs y(C). The
estimated state x̂(C) follows { ¤̂x = Ax̂ + Bu + L(y − ŷ)

ŷ = Cx̂
. (2.39)

By denoting by ε = x̂ − x, and by using Equation (2.39), then

¤ε = Ax̂ + Bu + L(Cx̂ − Cx) −Ax − Bu = (A − LC)ε. (2.40)
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This expression gives a condition for correctly tuning the matrix L. The goal is to
ensure that the error ε converges to zero over time, meaning that the estimated state x̂
converges toward the true state x. The concept of Hurwitz matrices need to be introduced
now.

Definition 16. A Hurwitz matrix is a square matrix whose eigenvalues all have strictly negative
real parts. In other words, a matrix A is Hurwitz if and only if all eigenvalues � of A satisfy
ℜe(�) < 0.

By choosing L such that (A − LC) is a Hurwitz matrix, ε is asymptotically stable, so
lim
C→+∞

ε = 0, and then x̂ converges toward x. This concept of stability is widely developed
in the next section about the stability of dynamical systems.

Remark. Luenberger state observer is tuned ensuring the real part of the poles of the matrix
(� − !�) are negative to guarantee the stability of the observer. The closer the poles are to zero, the
faster is the observer. However, this can lead to a peaking phenomenon due to high-gains, which can
lead to an unsafe implementation [45].

Discrete Luenberger observer

Luenberger observers can also be designed for discrete systems [59]. The estimated state is
denoted by x̂: , and is adjusted at each iteration by comparing predicted outputs ŷ: = Cŷ:
with real outputs y: . The estimated state x̂: follows

{
x̂:+1 = Ax̂: + Bu: − L(ŷ: − y:)

ŷ: = Cx̂:
. (2.41)

The same derivation can be led for the discrete Luenberger observer, to find a tuning
condition. By denoting by ε: = x̂: − x: , and by using Equation (2.41), then

ε:+1 = Ax̂: + Bu: − L(Cx̂: − Cx:) −Ax: − Bu: = (A − LC)ε: . (2.42)

This expression gives a condition to tune correctly the matrix L. To ensure that the
error ε: converges to zero over time, meaning that the estimated state x̂: converges toward
the true state x: , the concept of Schur matrices need to be introduced.

Definition 17. A Schur matrix is a square matrix whose eigenvalues all lie within the open unit
disk in the complex plane. In other words, a matrix A is Schur if and only if all eigenvalues � of A
satisfy |�| < 1.

By choosing L such that (A − LC) is a Schur matrix, ε: is asymptotically stable, so
lim
:→+∞

ε: = 0, and then x̂: converges toward x: .
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2.7 Stability of dynamical systems

Example 11. Suppose the system of state G: ∈ R,
of input D: ∈ R and of output H: ∈ R defined by
the following dynamics{

G:+1 = 0.99G: + 0.07D:
H: = 0.5G:

.

Introduce the estimated state Ĝ: defined by Equa-
tion (2.41). By choosing ! = 0.08, |� − !�| =
0.95 < 1 and meets the stability criterion. The
system is initialized with G0 = 42 and Ĝ = 0,
and the simulation of the system with an input
D: = B8=(:/25) shows a convergence of the esti-
mated state Ĝ: toward the state of the system G: ,
as shown in Figure 2.7.
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Figure 2.7 Luenberger state observer example

2.7 Stability of dynamical systems

This section details the tools and methods used to analyze and prove the stability of
dynamical systems. Stability analysis is a crucial step in control system design, as it ensures
that the system behaves as expected under various conditions. Stability guarantees that the
system’s state converges to a desired equilibrium point or trajectory, even in the presence
of disturbances or uncertainties. These tools are fundamental to prove the stability of the
cycle navigation, which is detailed in Chapter 6

There are different tools which can be drawn from literature to prove the stability of
a system. A classical tool for proving the stability of a dynamical system is the use of
Lyapunov methods. This method is widely used to prove the stability of a system in the
neighborhood of an equilibrium state. Another way to prove the stability of a dynamical
system is to use set methods to find a positive invariant set around the equilibrium state.
This is a set of states that will be captured forever if the system reaches it. This stability
differs from the Lyapunov stability, as the system state could still evolve, but it will remain
in the positive invariant set.

System stability is the study of a system’s ability to remain stable under small distur-
bances around an equilibrium state [54, 45, 85].

2.7.1 Concepts of equilibrium point and stability

The equilibrium points can be of different natures. Figure 2.8 shows an example of three
balls placed on a support. These three cases are equilibrium positions for the ball. However,
the study of the trajectory of these three balls under a small perturbation will not lead to
the same results. In Figure 2.8a, the ball will return to its equilibrium position under a
small perturbation, while in Figure 2.8c the position of the ball will leave the equilibrium
state. Figure 2.8b shows a case of marginal stability as under a bounded perturbation the
ball will end up in another marginally stable position if some energy is lost in the friction
between the ball and the support. This marginally stable case is the limit case between the
stability and the instability of this system.

The nature of the stability can then be different depending on the behavior of the system.
The stability can be defined as the evolution of the distance between the equilibrium state
x4 and the state x [54]
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(a) Stable case (b) Marginally stable case (c) Unstable case

Figure 2.8 Stability types on the ball example

2.7.2 Stability of continuous systems

Stability of a continuous dynamical system is defined by its behavior around an equilibrium
state x4 under a zero input u(C) = 0= [54]. To have a stable behavior, the state should remain
bounded around the equilibrium state.

Definition 18. A continuous system is stable on an equilibrium state x4 under a zero input
(∀C ∈ R, u(C) = 0=), if and only if

∀& ∈ R, ∃� ∈ R, ||x(0) − x4 || < �⇔ ∀C ∈ R, ||x(C) − x4 || < &. (2.43)

In the case the state of the system converges to the equilibrium state, the system is
asymptotically stable.

Definition 19. A continuous system is asymptotically stable on an equilibrium state x4 under
a zero input (∀C ∈ R, u(C) = 0), if and only if

lim
C→+∞

||x4 − x(C)|| = 0. (2.44)

For linear continuous dynamical systems, it is possible to determine the stability of the
system by studying the eigenvalues of the matrix A [54].

Theorem 1. A continuous linear system defined by Equation (2.20) is asymptotically stable under
a zero input, if and only if the matrix A is Hurwitz.

Proof. Suppose the system at the finite initial state x0 ∈ R= . After a duration C, x(C) = 4ACx0.
As A is Hurwitz, its eigenvalues have negative real parts, and lim

C→+∞
4AC = 0. It comes

lim
C→+∞

4AC = 0⇔ lim
C→+∞

x(C) = 0. (2.45)

�

Example 12. Consider the linear continuous system defined by the following state-space represen-
tation 

¤x =

[
−2 1
−1 −3

]
x +

[
1
0

]
u

y =
[
1 0

]
x

. (2.46)

The matrix A =

[
−2 1
−1 −3

]
has eigenvalues �1 =

−5−8
√

3
2 and �2 =

−5+8
√

3
2 , both of which have

negative real parts. Therefore, the system is asymptotically stable.
Figure 2.9 shows the simulation of the system with an initial condition x0 =

[
1 1

]) under a
zero input. The state converges toward the equilibrium state x4 =

[
0 0

]) , which highlights the
stability of the system.
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Figure 2.9 Simulation of the stable continuous system

2.7.3 Stability of discrete systems

Stability of a discrete dynamical system is defined by its behavior around an equilibrium
state x4 under a zero input u: = 0= [54]. To have a stable behavior, the state of the cycle
should be bounded around the equilibrium state.

Definition 20. A discrete system is stable on an equilibrium state x4 under a zero input (∀: ∈
N, u: = 0), if and only if

∀& ∈ R, ∃� ∈ R, ||x0 − x4 || < �⇔ ∀: ∈ N, ||x: − x4 || < &. (2.47)

In the case the state of the system converges to the equilibrium state, the system is
asymptotically stable.

Definition 21. A discrete system is asymptotically stable on an equilibrium state x4 under a zero
input (∀: ∈ N, u: = 0), if and only if

lim
:→+∞

||x4 − x:|| = 0. (2.48)

For linear discrete dynamical systems, it is possible to determine the stability of the
system by studying the eigenvalues of the matrix A [54].

Theorem 2. A discrete linear system defined by Equation (2.29) is asymptotically internally stable
if and only if the matrix A is Schur

Proof. Suppose the system at the finite initial state x0 ∈ R= . After : iterations of the system
under a null input u: = 0, x: = A:x0. As A is Schur, then its eigenvalues belong to the unit
circle, and lim

:→+∞
A: = 0. It comes

lim
:→+∞

A: = 0⇔ lim
:→+∞

x: = 0. (2.49)

�

Example 13. Consider the linear discrete system defined by the following state-space representation
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
x:+1 =

[
0.6 0.2
0.1 0.7

]
x: +

[
1
0

]
u:

y: =
[
1 0

]
x:

. (2.50)

The matrix A has eigenvalues �1 = 0.8 and �2 = 0.5, both of which lie within the open unit
disk (|�8| < 1). Therefore, the system is asymptotically stable.

Figure 2.10 shows the simulation of the system with an initial condition x0 =
[
1 −0.5

]) under
a zero input. The state converges toward the equilibrium state x4 =

[
0 0

]) , which highlights the
stability of the system.
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Figure 2.10 Simulation of the stable discrete system

These concepts of stability are fundamental to understand the behavior of a dynamical
system, and will be used in the next chapters to first design a stable system composed of
a timed automaton and a robot in Chapter 5, and then to prove the stability of the cycle
navigation in Chapter 6.

2.7.4 Lyapunov methods for nonlinear systems stability

Lyapunov methods are powerful tools for proving the stability of non-linear dynamical
systems [45, 54]. The main idea is to find a Lyapunov function which acts as an energy
function of the system, and to study its evolution over time. This function should be
positive, and its derivative should be strictly negative everywhere except at the equilibrium
point. In this way, the system dynamics leads the state of the system to the equilibrium
point, and the system is stable.

Definition 22. A Lyapunov function + : S → R for a system of equilibrium point x4 is a
continuously differentiable function that satisfies

(i) +(x4) = 0,
(ii) ∀x ∈ S \ {x4}, +(x) > 0,
(iii) ∀x ∈ S , ¤+(x) ≤ 0.

If the three conditions of Definition 22 are satisfied, then the system is stable around the
equilibrium point x4 . Moreover, if ¤+(x) < 0 for all x ≠ x4 , then the system is asymptotically
stable.
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2.7 Stability of dynamical systems

Example 14. Consider a non-linear pendulum of angle � and of angular velocity ¤�, subject to
gravity of intensity 6 and with a length ;. The dynamics of the system is given by

¥� = − 6
;

sin(�). (2.51)

A good candidate for the Lyapunov function is the mechanical energy of the pendulum. The
energy of the pendulum+(�, ¤�) = 1

2
¤�2 + 6

; (1− cos(�)) is a function which is always positive, and
of negative derivative. Indeed

(i) +(0, 0) = 0,
(ii) For all (�, ¤�) ≠ (0, 0), +(�, ¤�) > 0,
(iii) ¤+(�, ¤�) = ¤� ¥� + 6

; sin(�) ¤� = 0.
Therefore, the pendulum is stable around its equilibrium point (0, 0).

Remark. As the derivative of the Lyapunov function is equal to zero, the system is marginally
stable. This means that the system will not converge to the equilibrium point, but will stay in its
neighborhood. This is explained as there is no dissipation in the system, and the energy of the system
is conserved, and the pendulum will oscillate indefinitely around x4 .

2.7.5 Set methods for non-linear systems stability

Lyapunov methods are able to prove the stability of a dynamical system around an equilib-
rium point in the neighborhood of this point. However, these methods are not able to prove
the stability of a system far from the equilibrium point, or in presence of disturbances. To
prove the stability of a system in these conditions, set-based methods are commonly used.

Lattice structure of sets

The set of all subsets of a given set S is denoted by P(S). This set has a lattice structure,
which means that it is possible to define a partial order relation on this set. The inclusion
relation ⊆ is a partial order relation on P(S), and the largest element is S, while the
smallest element is the empty set ∅.

Definition 23. A lattice is a partially ordered set in which every two elements have a unique
supremum (least upper bound) and an infimum (greatest lower bound).

Figure 2.11 shows the lattice structure of two positive invariant sets P1 and P2. The
meet (infimum) of these two sets is their intersection P1 ∩ P2, while the join (supremum)
is their union P1 ∪ P2.

(a) Two positive invariant sets (b) Meet and join

Figure 2.11 Lattice structure of positive invariant sets

The notion of positive invariant set will be introduced hereafter. This lattice structure
of sets prove the existence of a largest positive invariant set contained in a given set P0, and
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the smallest positive invariant set containing a given set P0. This concept will be usefull to
characterize the largest positive invariant set contained in a set P0.

Positive invariant set

A positive invariant set P is a set stable by application of the evolution equation of the
dynamical system f [5, 82, 9].

Definition 24. A positive invariant set P for a dynamical system is a set of states x stable under
the evolution function f of the system. In other words, x ∈ P⇒ f (x) ∈ P, or f (P) ⊆ P.

For a given dynamical system, there could be many positive invariant sets. However,
as the positive invariant set has a lattice structure, the largest positive invariant set P
contained in an initial set P0 can be characterized.

Theorem 3. In R= , the largest positive invariant set is R= , and the smallest one is ∅.

Proof. Whatever the evolution function f : R= → R= , the two following assertions holds:
(i) ∀x ∈ R= , f (x) ∈ R= =⇒ f (R=) ⊆ R=

(ii) f (∅) = ∅ =⇒ f (∅) ⊆ ∅.
This prove that R= and ∅ are positive invariant sets. As nothing is larger than R= and
nothing is smaller than ∅ respective to the inclusion relationship, these two sets are the
largest and the smallest positive invariant sets. �

To compute a positive invariant set for a dynamical system [4, 5, 82], a sequence of sets
P: which will converge towards P is built. P0 is initialized to a set X0 around a supposed
stable state, and P:+1 is computed as the intersection of P: and f (P:) as follows{

P0 = X0

P:+1 = P: ∩ f (P:)
(2.52)

Therefore, each state which belongs to P: and which is moved out of this set by the
application of the system dynamics is removed of the solution for P:+1. Thus, the set
P: is iteratively contracted. Then, ∃= ∈ N, such that ∀: ∈ N, f :(P=) ⊆ P= . P= is the
largest capture basin contained in P0. The construction of this sequence is presented by
Algorithm 1.

Algorithm 1 Positive invariant set computation
Input: P0 , f
Output: P:
P: ← P0
repeat

P: ← P: ∩ f (P:)
until P: ⊆ f (P:)

Figure 2.12 shows an example of a positive invariant set P for a dynamical system
governed by the evolution function f . The set P is stable by application of the evolution
function f , as the image of the set P by the function f is included in the set P.

Remark. As shown in Figure 2.12, the set f (P) is not positive invariant itself as f 2(P) * f (P).
Therefore a subset of a positive invariant set is not necessarily a positive invariant set.
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Figure 2.12 Positive invariant set

Capture basin

The capture basin of a dynamical system is the set of states whichwill converge to a positive
invariant set P under the application of the system dynamics f . The characterization of
this capture basin plays a significant role in the stability analysis, as it allows to determine
the set of states which will lead to a stable behavior.

The capture basin is a positive invariant set itself, as it is stable by application of the
system dynamics f . A possible definition of a capture basin, associated with a positive
invariant set P, is the largest positive invariant setBwhich enclose the positive invariant set
P, andwhich is not enclosing any other positive invariant set P′ such that P∩P′ = ∅ [5, 82, 9].
This definition has the advantage to avoid the introduction of the trajectory of the dynamical
system. However, as the robot trajectory is the topic of our study, we will use a more
intuitive definition of the capture basin.

Definition 25. A capture basin B of a dynamical system is a set of states x which will converge
to a positive invariant set P under the application of the system dynamics f . In other words,
∀x ∈ B, ∃: ∈ N, f :(x) ∈ P.

This definition seems more convenient to prove the stability of the cycle navigation,
and will be an important element for the Chapter 6.

To characterize the capture basin of a dynamical system, a sequence of sets B: which
will converge towards the capture basin B is built [4, 5, 82]. This sequence is initialized to
a positive invariant set P, and B:+1 is computed as the union of B: and the pre-image of
B: by the application of the system dynamics f as follows{

B0 = P

B:+1 = B: ∪ f−1(B:)
(2.53)

Computing in this way this sequence ensures that all the states that reach the set B:−1
in one step by following the system dynamic are added to the set B: . This process is
iterated until the pre-image of the set B: by the application of the system dynamics f is
included in the set B: . At this point, no new state can be added to the set B: , and the
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capture basin is fully characterized. The construction of this sequence is presented by
Algorithm 2.

Algorithm 2 Capture basin computation
Input: P, f
Output: B:
B: ← P
repeat

B: ← B: ∪ f−1(B:)
until f−1(B:) ⊆ B:

Remark. In contrast to the computation of the positive invariant set, the computation of the capture
basin could be stopped at any iteration. The result will remain guaranteed, but there will be states
which lead to the provided positive invariant set P, and then present a stable behavior, which will
not be included in the computed capture basin.

Figure 6.7 illustrate the computation of a capture basin related to a positive invariant
set P presented in Algorithm 2. Starting from the positive invariant set P, the pre-image
of this set by the application of the system dynamics f is computed. The union of this
pre-image and the positive invariant set P gives a new set B1, and so on. Then, a state in
the set B: will reach the positive invariant set P in at most : iterations.

Figure 2.13 Capture basin

2.8 Conclusion

This chapter has established the mathematical foundations of dynamical systems theory
that underpinmodern robotic modeling and control. The framework presented here serves
as the conceptual backbone for understanding how robotic systems evolve in time and
how we can influence their behavior through inputs.

The distinction between continuous-time and discrete-time formulations reflects a
fundamental duality in robotics. Continuous-time models naturally capture the physics
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of mechanical systems, where forces, torques, and accelerations govern motion through
differential equations. These models provide intuitive understanding of system behavior
and enable elegant analytical techniques rooted in classicalmechanics. Conversely, discrete-
time formulations align with the digital nature of modern control implementations, where
sensors sample at finite rates and actuators receive updated commands at discrete times.
The choice between these representations depends on the specific application context,
computational constraints, and desired fidelity to either the underlying physics or the
implementation reality.

The concepts of controllability and observability emerge as fundamental system prop-
erties that determine what is theoretically possible in terms of control design and state
estimation. Controllability establishes whether a system can be steered to arbitrary states
through appropriate control inputs, while observability determines whether the complete
system state can be reconstructed from available measurements. These dual properties
provide the theoretical foundation for assessing system design choices, sensor placement
strategies, and the feasibility of control objectives. In robotics, where systems often ex-
hibit complex dynamics and operate under various constraints, these concepts guide the
selection of actuator configurations and sensing architectures.

When complete state information is not directly measurable, state observers provide
a principled approach to state estimation. The development of observer-based control
strategies acknowledges the practical reality that many critical system variables cannot
be directly sensed, whether due to physical limitations, cost constraints, or measurement
noise. The theoretical guarantees provided by observer design ensure that estimated states
converge to true states under appropriate conditions, enabling the implementation of
sophisticated control strategies even with limited sensing capabilities.

System stability analysis represents perhaps the most critical aspect of dynamical
systems theory for robotics applications. Classical Lyapunov theory provides power-
ful tools for establishing stability through energy-like functions, offering both local and
global stability guarantees under appropriate conditions. The geometric interpretation of
Lyapunov functions as generalized energy surfaces provides intuitive understanding of
system behavior and guides controller design. Modern set-based approaches extend these
classical results by explicitly handling uncertainties, disturbances, and constraints that
are inherent in real robotic systems. These methods acknowledge that practical systems
operate within bounded regions of state space and must satisfy physical limitations on
actuator capabilities and environmental constraints.

The theoretical tools developed in this chapter find direct application in the naviga-
tion strategies explored in subsequent chapters. The concept of stable cycles, rooted in
dynamical systems theory, provides a natural framework for generating periodic motions
in robotic systems. Understanding how dynamical systems can exhibit stable oscillatory
behavior enables the design of robust navigation algorithms that maintain desired trajec-
tories while adapting to environmental variations and system uncertainties. The stability
analysis techniques presented here ensure that such cyclic behaviors remain bounded and
converge to desired patterns despite perturbations.
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3.1 Introduction

A timed automaton is a mathematical model used to describe and analyze systems where
timing constraints are crucial. It extends classical finite-state automata by introducing
clocks—continuous variables that track the passage of time. These clocks can be reset
at transitions, and states or transitions can be constrained by timing conditions called
clock guards. This framework allows for precise modeling of time-dependent behaviors in
various systems.

Timed automata were introduced by Alur and Dill in the early 1990s as a formalism
for verifying properties of real-time systems [2]. They are particularly useful in expressing
temporal requirements such as deadlines, delays, and synchronization constraints, which
are often critical in software and hardware verification.

In this manuscript, timed automata play a crucial role in the design of the cycle navi-
gation. A timed automaton will be used to generate inputs that the robot will follow to
achieve a cyclic trajectory. In Chapter 5, transition durations between states of the timed
automaton will even be tuned to control the movement of the cycle described by the robot
trajectory in the state space.

Timed automata were formalized as an extension of finite-state automata [48] with a
set of real-valued clocks. These clocks represent the elapsed time since their reset, and
transitions between states are triggered by clock constraints [7, 2]. This framework allows
for precise modeling of time-dependent behaviors in various systems.

Real-time systems, such as embedded controllers, industrial automation, and com-
munication protocols, must operate under strict timing constraints. Any deviation from
expected timing can lead to failures or degraded performance. Timed automata provide a
rigorous way to analyze these systems and ensure they meet required specifications.

For example, in scheduling problems, timed automata can verify whether a system
meets deadlines by modeling the execution of tasks and their timing constraints. Similarly,
they are used in protocol verification to ensure that communication messages are sent and
received within predefined time windows, avoiding synchronization issues.

Timed automata have found significant applications in robotics, particularly in motion
planning [95], task scheduling [83], and control synthesis [3]. In autonomous systems,
precise timing is essential for coordination, decision-making, and interactionwith dynamic
environments.

In multi-robot systems, timed automata can model the synchronization of robots per-
forming cooperative tasks, ensuring that actions are executed within correct time bounds.
For example, in warehouse automation, robots transporting goods must coordinate their
movements to avoid collisions and optimize delivery times.

3.2 Finite state automaton

3.2.1 General definition

A finite-state automaton is a mathematical model used to represent systems with a finite
number of states and transitions triggered by input symbols. It is a fundamental concept
in automata theory and formal languages, providing a simple yet powerful framework
for modeling various systems. Finite state automata are widely used in computer science,
engineering, and robotics to describe discrete behaviors and control logic.

Finite state automata can be used in robotics to control a mission through a sequence
of actions triggered by environmental events or user commands. For example, a robot can
navigate a maze by following a Finite State Automaton describing its behavior to move
between different locations based on measurements.

Definition 26. A finite state automaton [2] is a tupleA = (Σ, &, &0 , �, �) where:
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• Σ is a finite set of symbols called an alphabet.
• & is a finite set of states.
• &0 ⊆ & is the set of initial states.
• � ⊆ & is the set of accepting states.
• � ⊆ &2 × Σ is the set of named edges between two states called transitions.

Remark. Accepting states are used to determine whether a sequence of input symbols leads to
a valid state. This is particularly useful for recognizing patterns or sequences when processing
languages or signals. For most of the robotics examples where the system follows a Finite State
Automaton, the set of accepting states is empty, as the robot repeats indefinitely the same sequence
of actions. Some accepting states could be used for error handling or to end a mission.

Example 15. An acceptor [48] is a finite state machine able to check if an input verifies a condition.
Suppose an acceptor that detects whether an input binary number has an even number of 1s. The
automaton has two states: @0 and @1. The initial state is @0, and this state is also an accepting state.
The alphabet is Σ = {0, 1}, and the set of transitions is defined as follows:

• 〈@0 , @0 , 0〉: stay in the same state on input 0.
• 〈@0 , @1 , 1〉: transition to state @1 on input 1.
• 〈@1 , @1 , 0〉: stay in the same state on input 0.
• 〈@1 , @0 , 1〉: transition to state @0 on input 1.

@0start @1

0
1

0

1
Figure 3.1 Finite state automaton for even number of 1s

If the input is 10 = 1010, the automaton will follow the transitions @0
1−→ @1

0−→ @1
1−→ @0

0−→ @0

and will end in the accepting state @0. The input 11 = 1011 will follow the transitions @0
1−→ @1

0−→
@1

1−→ @0
1−→ @1 and will end in the non-accepting state @1. This automaton correctly accepts inputs

with an even number of 1s.

3.2.2 Deterministic Finite Automaton

Deterministic finite automata are a special case of Finite State Automata where each state
has exactly one transition for each symbol in the alphabet. This property ensures that
the automaton is deterministic, meaning that it can only be in one state at a time for a
given input symbol. DFAs are particularly useful for modeling systems with well-defined
behaviors and unambiguous transitions.

Definition 27. A deterministic finite automaton [29] is a Finite State Automaton A =

(Σ, &, &0 , �, �) that is deterministic, and meets the following conditions:
• &0 = {@0} is the single initial state.
• ∀(@0 , @1 , �) ∈ &2 × Σ, ∃!〈@0 , @1 , �〉 ∈ �.

Example 16. Suppose a turnstile is modeled as a finite state automaton with two states: locked
and unlocked. The turnstile accepts a coin as input to transition from the locked to the unlocked
state. If no coin is inserted, the turnstile remains locked. This simple model can be represented as a
deterministic finite automaton with the following components:

• Σ = {coin, push}: input alphabet.
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• & = {closed, opened}: states of the turnstile.
• &0 = {closed}: the initial state.
• � = ∅: accepting state.
• 〈closed, opened, coin〉: transition from closed to opened state.
• 〈opened, closed, push〉: transition from opened to closed state.
• 〈closed, closed, push〉: self-loop on closed state.
• 〈opened, opened, coin〉: self-loop on opened state

closedstart opened

push

coin

coin

push

Figure 3.2 Finite state automaton for a coin-turnstile

3.3 Timed automaton

3.3.1 General definition

To deal with systems where timing constraints are crucial, transitions need to be triggered
by clocks, in contrast to classical automata. This is the main difference between timed
automata and classic automata. Clocks are real-valued variables that continuously increase
over time and can be reset to zero during transitions.

Definition 28. A clock constraint [2] is a condition expressed in the form 2 � =, where:
• 2 is a clock
• � is a comparison operator (<, ≤, =, ≥, >)
• = ∈ N is a constant

Using the definition of clock constraints, it is possible to formalize the definition of a
timed automaton by knowing that transitions are triggered by clock constraints.

Definition 29. A timed automaton [2] is a tupleA = 〈Σ, &, &0 , �, �, �〉, where:
• Σ is a finite set of symbols called an alphabet
• & is a finite set of states
• &0 ⊆ & is the set of initial states
• � is a finite set of clocks
• � ⊆ & is the set of accepting states
• � ⊆ & ×& × Σ × ℬ(�) × P(�) is the set of edges called transitions where:

– ℬ(�) is the set of clock constraints
– P(�) is the powerset of clocks

An edge 4 = 〈@0 , @1 , �, 2, A〉 from � is a transition from states @0 to @1, with a label �, a set of clock
constraints 2, and a set A of clocks to be reset.
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Example 17. Figure 3.3 shows an example of a simple
timed automaton over the unary alphabet Σ = {�}.
The clock 2 is ticking continuously, and is automati-
cally reset when its value reaches 3.

@0start

〈�, {2 > 3}, {2}〉

Figure 3.3 Example of timed automaton
counting up to 3

3.3.2 Deterministic timed automaton

Timed automata can also have additional properties. For instance, the execution of the
timed automaton can be deterministic if it meets some conditions [2]. This kind of timed
automaton is relevant for robotics applications, as it is essential for robots to behave in a
deterministic way.

Definition 30. A timed automatonA = 〈Σ, &, &0 , �, �, �〉 is deterministic if and only if
• & = {@0} is the only initial state
• ∀(@, �) ∈ & × Σ, edges 40 = 〈@,−, �,−, 20〉 and 41 = 〈@,−, �,−, 21〉, the clock con-

straints are mutually exclusive.

Example 18. Figure 3.4 shows an example of a timed
automatonA = 〈Σ, &, &0 , �, �, �〉.
The timed automaton is defined over the alphabet Σ =

{�0 , �1}, and uses one clock � = {2}. The set of states
is& = {@0}, and the initial state is @0. The set of edges
is � = {〈@0 , @0 , �0 , {2 > 5}, {2}〉, 〈@0 , @0 , �1 , {2 ≤
5}, ∅〉}.
The set of clock valuations is well disjoint as the con-
ditions (2 > 5) and (2 ≤ 5) are never true simulta-
neously. Furthermore, the timed automaton has only
one initial state. As a result this timed automaton is
deterministic.

@0start

〈�0 , {2 > 5}, {2}〉

〈�1 , {2 ≤ 5}, ∅〉

Figure 3.4 Example of deterministic
timed automaton

3.3.3 Cyclic timed automaton

Cyclic timed automaton are introduced in this work. It is a subset of deterministic timed
automaton which is appropriate to robotics applications. Robots following a cyclic timed
automaton are able to repeatedly follow a succession of actions, always in the same order
and in a deterministic way. This is particularly true for industrial robots.

Definition 31. A timed automatonA = 〈Σ, &, &0 , �, �, �〉 is cyclic if and only if there is exactly
one incoming and one outgoing edge for each state. In other words, if the timed automaton satisfies
the condition

∀@8 ∈ &, ∃!(@ 9 , �, 1, ?) ∈ & × Σ × ℬ(�) × P(�), 4 = 〈@8 , @ 9 , �, 1, 2〉 ∈ �. (3.1)

Example 19. Consider a traffic light system. The system has three states: red, green, and yellow.
The system starts in the red state, then transitions to green after a fixed time, and finally to yellow
before returning to red. The timed automaton for this system is cyclic, as it follows a fixed sequence
of states and transitions. The automaton can be defined as follows:

• Σ = {togreen, toyellow , tored}: the input alphabet.
• & = {red, green, yellow}: the states of the traffic light.
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• &0 = {red}: the initial state.
• � = ∅: no accepting states.
• 〈red, green, togreen , {2 ≥ 30}, {2}〉: transition from red to green after 30 seconds.
• 〈green, yellow, toyellow , {2 ≥ 30}, {2}〉: transition from green to yellow after 30 seconds.
• 〈yellow, red, tored , {2 ≥ 5}, {2}〉: transition from yellow to red after 5 seconds.

The traffic light system follows a cyclic pattern of red, green, yellow states, with fixed time
intervals between transitions. This timed automaton ensures that the traffic light operates in a
deterministic and repeatable manner.

redstart

green

yellow

〈togreen , {2 ≥ 30}, {2}〉 〈toyellow , {2 ≥ 30}, {2}〉

〈tored , {2 ≥ 5}, {2}〉

Figure 3.5 Finite state automaton for traffic light system

This cyclic timed automaton can be relevant for controlling a robot through a sequence
of actions in a deterministic way. This will happen in the next chapters, particularly
in Chapter 5 where the timed automaton will be used to generate cyclic trajectories for the
robot.

Example 20. Consider a cyclic timed automaton defined as follows:
• Σ = {toturn , toline} the input alphabet.
• & = {line1 , left, line2 , right} the states of the automaton.
• &0 = {line1} the initial state.
• � = ∅ no accepting states.
• 〈line1 , left, toleft , {2 ≥ 1}, {2}〉: transition from line1 to left after 1 second.
• 〈left, line2 , toline2 , {2 ≥ �

2 }, {2}〉: transition from left to line2 after �
2 seconds.

• 〈line2 , right, toright , {2 ≥ 1}, {2}〉: transition from line2 to right after 1 second.
• 〈right, line1 , toline1 , {2 ≥ �

2 }, {2}〉: transition from right to line1 after �
2 seconds.

In the state line, the automaton will wait for 1 second before transitioning to the state turn. In
the state turn, the automaton will wait for �

2 seconds before transitioning back to the state line. This
cyclic timed automaton will generate inputs for the robot. The velocity is constant and set to E = 1.
The angular velocity is set to $ = 0 in the state line1 and line2, $ = 1 in the state left, and $ = −1
in the state right. The robot will move 1 meter in the state line and turn �

2 radians in the state turn.
Figure 3.6a shows the cyclic timed automaton. The robot will follow the trajectory shown in

Figure 3.6b.

3.4 Conclusion

This chapter has established the mathematical foundations of timed automata and their
application to robotics. We began with classical finite state automata and extended them
to handle timing constraints by introducing clocks and timing conditions. This framework
allows us to model systems where time plays a crucial role. This special case of automata is
particularly relevant in robotics, where robots follow a sequence of actions deterministically,
often repeating the same cyclic behaviors.
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(b) Unicycle trajectory

Figure 3.6 Trajectory of the unicycle controlled by the cyclic timed automaton

We have shown that timed automata can effectively model time-dependent behaviors
in various systems, from simple binary checkers to complex traffic light controllers. The
examples demonstrate how these mathematical tools can represent both discrete events
and continuous time processes, making them versatile for system design.

Deterministic timed automata presented here ensure predictable robot behavior, which
is critical for cycle navigation, as the trajectory of the robot guided by the timed automaton
should be repeatable and reliable. This theoretical foundation directly supports the cycle
navigation approach developed in the following chapters, especially the formalism of the
cycle navigation presented in Chapter 5. The properties of cyclic timed automata will be
used to generate cyclic robot trajectories. The next chapters will build on this foundation
to explore practical applications and implementations of timed automata in robotics.
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Chapter 4 Set methods

4.1 Introduction

Set methods have their origins in the work of R. E. Moore, who introduced interval analysis
in the 1960s [64]. Interval analysis provides a way to handle uncertainties and rounding
errors in numerical computations by representing numbers as intervals rather than single
values. This approach allows for the computation of guaranteed bounds on the results, as
long as the inputs are bounded, which is particularly useful in fields where precision and
reliability are critical.

The development of interval analysis laid the groundwork for the broader field of set
methods, which extend the concept of intervals to more complex set representations such
as zonotopes, polytopes, and ellipsoids. These methods have found applications in various
domains, including the numerical resolution of physical problems. For example, set meth-
ods can be used to solve differential equations with guaranteed bounds on the solutions,
ensuring that the computed results are reliable even in the presence of uncertainties.

In recent years, set methods have gained significant attention in the field of robotics.
Robots often operate in dynamic and uncertain environments, where traditional methods
may struggle to provide reliable solutions. Set methods offer a powerful tool for addressing
these challenges by providing a way to model and compute with uncertainties. Applica-
tions in robotics include motion planning [34], state estimation [50], control [76], and even
Simultaneous Localization and Mapping (SLAM) [6], where set methods can be used to
ensure safety and reliability in the robot’s operations.

Overall, set methods represent a robust approach to handling uncertainties and pro-
viding guarantees in numerical computations, with applications ranging from physical
problem-solving to advanced robotics.

4.2 Set operations

Set operations are fundamental in set methods, as they allow for the manipulation and
combination of sets. The most common set operations include union, intersection, and
complement, which are defined as follows:

Definition 32. The union of A and B, two subsets of E, is denoted �∪ � and is the set containing
all elements that are in A or B (or both).

A ∪ B = {G ∈ E | G ∈ A ∨ G ∈ B} (4.1)

Definition 33. The intersection of A and B, two subsets of E, is denoted A ∩ B and is the set
containing all elements that are in both A and B.

A ∩ B = {G ∈ E | G ∈ A ∧ G ∈ B} (4.2)

Definition 34. The complement of A, a subset of E, in E is denoted A and is the set containing
all elements that are not in A.

A = {G ∈ E | G ∉ A} (4.3)

Example 21. Here is an example of set operations applied to sets immersed in the space E =

{1, 2, 3, 4, 5}, with A = {1, 2, 3} and B = {3, 4, 5}:
(i) A ∪ B = {1, 2, 3, 4, 5}
(ii) A ∩ B = {3}
(iii) A = {4, 5}
(iv) B = {1, 2}
(v) A ∪ B = ∅
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(vi) A ∩ B = {1, 2, 4, 5}

Figure 4.1 illustrates these set operations using Venn diagrams. Each diagram shows
the sets A and B, with shaded areas representing the results of the operations.

A B

(a) A ∩ B

A B

(b) A ∪ B

A B

(c) A − B

A BA

(d) A ∩ B
Figure 4.1 Example of set operations on two sets A and B

4.3 Set Representation with Intervals

To use set methods, a set representation must be defined. There are many ways to rep-
resent sets, such as intervals [64], zonotopes [27, 49], polytopes [111], and ellipsoids [15].
Without going into the details of the different representations, this work focuses on the
use of intervals for their simplicity of implementation, at the cost of a potentially greater
pessimism than with other representations.

The formalism of interval analysis is attributed to R. E. Moore in [64]. This section
presents the formalism of intervals and interval arithmetic by following the Moore formal-
ism.

Definition 35. An interval [G] ∈ IR is the set of bounded real numbers between its lower bound
G− and its upper bound G+.

[G] = [G− , G+] = {G ∈ R | G− ≤ G ≤ G+} (4.4)

Remark. Lower bound G− and upper bound G+ may be infinite. For instance, the set of all positive
reals [G] = [0,+∞] is an interval.

As intervals are used to represent sets, set operators can be applied on intervals [64].

Example 22. Here is an example of set operators applied on intervals:
(i) [1, 5] ∩ [3, 7] = [3, 5]
(ii) [1, 2] t [5, 7] = [1, 7]
(iii) [−2,−1] ∩ [2, 3] = ∅

Remark. The classical set union ∪ is not defined for intervals, as for disjoint intervals [G] and [H],
[G] ∩ [H] = ∅ and [G] ∪ [H] is not an interval as it is not connected. The operator t is introduced
as the interval hull operator to extend the union to intervals. [G] t [H] = [[G] ∪ [H]].

Moreover, interval arithmetic is defined [64] and binary operators can be used on
intervals.

Definition 36. Binary operators � = {+,−,×, /} are defined for intervals by:

∀([G], [H]) ∈ IR2 , [G] � [H] = {G � H | G ∈ [G] ∧ H ∈ [H]} (4.5)

Example 23. Here is an example of binary operators applied to intervals:
(i) [−1, 2] + [5, 6] = [4, 8]
(ii) [3, 6] − [2, 3] = [0, 4]
(iii) [−2, 3] × [4, 5] = [−10, 15]
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(iv) [−10,−5]/[−1, 1] = [−∞,+∞]

Definition 37. An interval vector [x] ∈ IR= is the cartesian product of intervals [G8] ∈ IR
forming the box.

[x] = [G0] × . . . × [G=−1] (4.6)

A binary operator is applied element-wise on interval vectors, such that the operator
acts on each interval composing the interval vector, as defined above.

4.4 Set Representation with Pavings

4.4.1 Introduction to Pavings

In interval analysis, a paving is a fundamental concept used to represent sets through
collections of non-overlapping boxes (intervals in higher dimensions). A paving X is
defined as a finite union of boxes:

X =

:⋃
8=1
[x8] (4.7)

where each [x8] = [G81] × [G82] × · · · × [G8=] is an =-dimensional interval vector (box), and
the boxes are non-overlapping in the sense that their interiors are disjoint.

The key advantage of pavings lies in their ability to provide guaranteed approximations
of complex sets that may have irregular boundaries, disconnected components, or non-
convex shapes. Unlike parametric representations, pavings can naturally handle sets with
arbitrary topology without requiring prior knowledge of the set’s structure.

To represent such sets, paver algorithms are used. These algorithms iteratively refine
the representation of the set by subdividing boxes and testing their inclusion with respect
to the target set. SIVIA (Set Inversion Via Interval Analysis) is the classical paver algorithm
introduced by Jaulin and Walter [33]. It is designed to compute the set:

S = {x ∈ X | f (x) ∈ Y}, (4.8)

where f : R= → R< is a vector function, X ⊆ R= the initial set, Y ⊆ R< is a target set.
Algorithm 3 is the recursive version of the SIVIA algorithm that computes the paving of

a set inversion problem as defined in Equation (4.8). Starting from an initial box [x0] ∈ IR= ,
a target set [y] ∈ IR< , a function f , and a termination criterion � > 0, the SIVIA algorithm
will compute subpavings X−, and X+ such that X− ⊆ S ⊆ X+.

Example 24. To characterize the set of points that are at a distance 3 = [2, 3] for the origin (0, 0),
the distance function can be used to define the set:

S = {(G, H) ∈ R2 |
√
G2 + H2 ∈ [2, 3]} (4.9)

To represent this set using a paving, the SIVIA algorithm can be applied to compute the inner
and outer approximations of S. The resulting pavings will consist of boxes that cover the area
between the circles of radius 2 and 3 centered at the origin, effectively capturing the annular region
defined by the distance constraint.

Figure 4.2 illustrates the inner and outer approximations of the set S, where the inner approxima-
tion consists of the pink boxes entirely contained within the annulus, and the outer approximation
consists of the union of pink and yellow boxes that cover the entire annulus.
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Algorithm 3 Recursive SIVIA for function
1: Input: [x] ∈ IR= , [y] ∈ IR< , � > 0, f
2: Output: (X− ,X+)
3:
4: function SIVIA([x], [y], f , �)
5: if width([x]) < � then ⊲ Termination condition
6: return (∅, {[x]})
7: else if f ([x]) ⊆ [y] then ⊲ [x] ⊆ S
8: return ({[x]}, {[x]})
9: else if f ([x]) ∩ [y] = ∅ then ⊲ [x] ∩ S = ∅

10: return (∅, ∅)
11: else
12: ([x1], [x2]) ← bisect([x]) ⊲ Bisect [x]
13: (X−1 ,X+1 ) ← SIVIA([x1], [y], f , �) ⊲ Call SIVIA on [x1]
14: (X−2 ,X+2 ) ← SIVIA([x2], [y], f , �) ⊲ Call SIVIA on [x2]
15: return (X−1 ∪X−2 ,X+1 ∪X+2 )
16: end if
17: end function
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Figure 4.2 Inner and outer approximations of the annular set S defined by the distance constraint
3 = [2, 3] from the origin
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4.4.2 Inner and Outer Approximations

Given a target set S, we can construct two pavings to represent it:

Definition 38. An inner approximation (or inner paving) X− of a set S is a paving such that:

X− ⊆ S (4.10)

Every box in X− is entirely contained within S. In Example 24, the inner approximation consists
of the pink boxes that are completely inside the annulus.

Definition 39. An outer approximation (or outer paving) X+ of a set S is a paving such that:

S ⊆ X+ (4.11)

The union of all boxes in X+ completely contains S. In Example 24, the outer approximation consists
of the union of the pink and yellow boxes that cover the entire annulus.

Definition 40. The boundary of the set S is denoted by %S and is enclosed between X− and X+.

The complete approximation of a set S is then given by the couple (X− ,X+), where:

X− ⊆ S ⊆ X+ (4.12)

4.4.3 Limitations of Pavings

Such pavings can be computed for low dimensional sets, but the scalability is computa-
tionally limited. Actually, as the algorithm is based on bisections of boxes, the number
of boxes grows exponentially with the dimension of the set. This approach is then very
limited for sets with dimensions greater than 3 or 4. In these cases, the use of contractors
is preferred to only remove parts of boxes that do not satisfy the constraints.

4.5 Contractors

A contractor is a tool used in set methods to contract a box, i.e., to remove parts of the box
that do not satisfy a given constraint. It is a function that maps boxes to smaller boxes,
ensuring that the resulting box is contained within the original box and that it satisfies the
constraint.

Definition 41. A contractor Cℒ associated to a constraint ℒ is a function Cℒ : IR= → IR= ,
such that

(i) (Contraction) ∀[x] ∈ IR= , Cℒ([x]) ⊆ [x]
(ii) (Consistency) ∀x ∈ [x], ℒ(G) =⇒ x ∈ Cℒ([x]).

Figure 4.3 shows an example of a contractor Cℒ associated to a constraint ℒ, applied
on a box [x]. The set of points where the constraint ℒ is satisfied is shown in green, and
the contractor removes parts of the box [x]where this constraint is not satisfied.

Remark. A contractor Cℒ only removes parts of [x] where the constraint ℒ is not satisfied, but
the contracted box may still contain points that do not satisfy the constraint ℒ.

Contractors can be used to contract boxes respecting a constraint ℒ, or can be used to
represent the set consistent with the constraint by computing the outer approximation of
the set S such that S ⊆ X+.

Algorithm 4 is the recursive SIVIA algorithm to compute the outer approximation of a
set using a contractor C . The algorithm is called on an initial box [x0] ⊆ R= , a contractor
C , and a termination criterion � > 0. It will compute the outer approximation of the set S
such that S ⊆ X+.
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Figure 4.3 Contractor applied on a box [x]

Algorithm 4 Recursive SIVIA for Contractor
1: Input: [x] ∈ IR= , C , � > 0
2: Output: X+
3:
4: function SIVIA([x],C , �)
5: if width([x]) < � then ⊲ Termination condition
6: return {[x]}
7: end if
8: [x>DC] ← C([x]) ⊲ Contracted box by the Contractor
9: if [x>DC] = ∅ then ⊲ [x] ∩ S = ∅

10: return ∅
11: else
12: ([x1], [x2]) ← bisect([x]) ⊲ Bisect [x]
13: X+1 ← SIVIA([x1],C , �) ⊲ Call SIVIA on [x1]
14: X+2 ← SIVIA([x2],C , �) ⊲ Call SIVIA on [x2]
15: return X+1 ∪X+2
16: end if
17: end function

Example 25. Recalling the distance example from Example 24, a contractor can be defined to
remove points that are not at a distance 3 = [2, 3] from the origin. Figure 4.4 shows the paving of
the contractor consistent with the distance constraint 3 = [2, 3] from the origin (0, 0).

Contractors is an efficient tool to compute the outer approximation of a set. However, if
a box is fully inside the set, the paving algorithmwill bisect it until it reaches the termination
criterion �. This can lead to an unnecessarily large number of boxes, and computation time
can be significantly increased. To avoid this, separators are introduced to remove points
that are satisfying the constraint, and to also compute the inner approximation of a set.
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Figure 4.4 Paving of the contractorCℒ applied on the annular set Sdefined by the distance constraint
3 = [2, 3] from the origin

4.6 Separators

A separator is defined as a pair of contractors that work jointly to remove points belonging
to and not belonging to the set with respect to constraint ℒ.

Definition 42. A separator Sℒ = {S 8=ℒ ,S
>DC
ℒ } is a set of two contractors S 8=ℒ and S>DCℒ such that

Sℒ :IR= → IR= × IR=

[G] ↦→ (S 8=ℒ ([G]),S
>DC
ℒ ([G]))

. (4.13)

Figure 4.5 shows the action of a separator Sℒ on a box [x]. The contractor S 8=ℒ removes
points satisfying constraintℒ, while the contractor S>DCℒ removes points that do not satisfy
ℒ.

Property 2. A separator S satisfies the complementary property.

∀[x] ∈ R= ,S 8=ℒ ([x]) ∪ S
>DC
ℒ ([x]) = [x] (4.14)

Separator algebra is defined [39, 36]. This enables set operations with separators such
the complementary, union, intersection, and difference of a separator by another.

Definition 43. Some set operators on separators are defined as follows:
(i) Sℒ = {S>DCℒ ,S 8=ℒ }
(ii) Sℒ1 ∩ Sℒ2 = {S 8=ℒ1

∪ S 8=ℒ2
,S>DCℒ1

∩ S>DCℒ2
}
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Figure 4.5 Separator applied on a box [x]

(iii) Sℒ1 ∪ Sℒ2 = {S 8=ℒ1
∩ S 8=ℒ2

,S>DCℒ1
∪ S>DCℒ2

}
(iv) Sℒ1 \ Sℒ2 = Sℒ1 ∩ Sℒ2

These operators are necessary to combine separators and to compute sets respecting
many constraints.

Algorithm 5 is the recursive SIVIA algorithm to compute outer and inner approxima-
tions of a separator S. The algorithm is called on an initial box [x0] ∈ IR= , a separator S,
and a termination criterion � > 0. It will compute the inner approximation X− and the
outer approximation X+ of the set S such that X− ⊆ S ⊆ X+.

4.7 Paver Algorithms

Paver algorithms for classical inclusion tests, contractor and separator paving were intro-
duced in the previous sections. These algorithms are used to compute the outer approxi-
mation, and when it makes sense, the inner approximation of a set defined by a constraint
ℒ. The general principle of these algorithms is summarized in the following steps:

(i) Starting with an initial search domain (bounding box)
(ii) Recursively subdividing boxes based on inclusion tests
(iii) Classifying each box as inside, or outside
(iv) Terminating when a desired precision is reached and classifying the box as bound-

ary

4.7.1 Contracting SIVIA Algorithm

The classical SIVIA algorithm is effective, but does not take advantage of the contractions
provided by contractors and separators of the boxes during its execution. Therefore, the
computed paving is regular, leading to a uniform subdivision of the search space.

Algorithm 6 is the recursive SIVIA algorithm to compute outer and inner approxima-
tions of a separatorS, taking advantage of the contractions at each iteration. The algorithm
is called on an initial box [x0] ∈ IR= , a separator S, and a termination criterion � > 0. It

51



Chapter 4 Set methods

Algorithm 5 Recursive SIVIA for Separators
1: Input: [x] ∈ IR= , S, � > 0
2: Output: (X− ,X+)
3:
4: function SIVIA([x], S, &)
5: if width([x]) < � then ⊲ Termination condition
6: return (∅, {[x]})
7: end if
8: ([x8=], [x>DC]) ← S([x]) ⊲ Contracted boxes by the Separator
9: if [x>DC] = ∅ then ⊲ [x] ∩ S = ∅

10: return (∅, ∅)
11: else if [x8=] = ∅ then ⊲ [x] ⊆ S
12: return ({[x]}, ∅)
13: else
14: ([x1], [x2]) ← bisect([x]) ⊲ Bisect [x]
15: (X−1 ,X+1 ) ← SIVIA([x1],S , �) ⊲ Call SIVIA on [x1]
16: (X−2 ,X+2 ) ← SIVIA([x2],S , �) ⊲ Call SIVIA on [x2]
17: return (X−1 ∪X−2 ,X+1 ∪X+2 )
18: end if
19: end function

will compute the inner approximation X− and the outer approximation X+ of the set S
such that X− ⊆ S ⊆ X+. The difference between this algorithm and Algorithm 5 is that
at each iteration, the part [x] \ [x8=] is added to X−, the bisection is done on [x8=] ∩ [x>DC],
and a final contraction is applied at termination.

Algorithm 6 Recursive SIVIA for Separators with contractions
1: Input: [x] ∈ R= , S, � > 0
2: Output: (X− ,X+)
3:
4: function SIVIA_Contracting([x], S, &)
5: ([x8=], [x>DC]) ← S([x]) ⊲ Contracted boxes by the Separator
6: if width([x]) < � then ⊲ Termination condition
7: return ([x] \ [x8=], {[x8=]}) ⊲ Benefit from the last contraction
8: else if [x>DC] = ∅ then ⊲ [x] ∩ S = ∅
9: return (∅, ∅)

10: else if [x8=] = ∅ then ⊲ [x] ⊆ S
11: return ({[x]}, ∅)
12: else
13: ([x1], [x2]) ← bisect([x8=] ∩ [x>DC]) ⊲ Bisect [x8=] ∩ [x>DC]
14: (X−1 ,X+1 ) ← SIVIA([x1],S , �) ⊲ Call SIVIA on [x1]
15: (X−2 ,X+2 ) ← SIVIA([x2],S , �) ⊲ Call SIVIA on [x2]
16: return ([x] \ [x8=] ∪X−1 ∪X−2 , [x] \ [x8=] ∪X+1 ∪X+2 )
17: end if
18: end function

Figure 4.6 shows an example of the paving of a Celtic triangle using two different
paving algorithms. Figure 4.6a uses the classical SIVIA paver for separators presented
in Algorithm 5, while Figure 4.6b takes advantage of contractions at each iteration and
uses the paver presented in Algorithm 6. Therefore, the paving is no longer regular, but
there are fewer boxes to handle.
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(b) Paving using contractions

Figure 4.6 Paving types comparison on a Celtic triangle

Remark. Contracted pavings take advantage of the contractions at each iteration, which allows
solving higher-dimensional problems with a reasonable number of boxes. For example, if the number
of boxes is fixed, and relatively low, a regular paving will barely represent the considered set, while
a contracted paving will use the first iteration to contract the initial box around the considered set,
and use the other boxes to refine the representation of this set.

4.7.2 Paving Resolution

Figure 4.7 shows the effect of the paving resolution on the paving of a 5 balls figure [52].
The smaller the resolution &, the more precise the paving, but the more boxes are generated.
There is then a trade-off between the precision of the paving and the number of boxes to
handle.

4.8 Conclusion

This chapter has laid the theoretical foundation for the use of Set Methods in robotics
and state estimation, with a focus on handling constraints and uncertainties in a reliable
and computationally tractable way. We began by introducing fundamental set operations
and representations, which provide a language to deal with uncertainties. Sets naturally
capture bounded uncertainties, and their operations enable the formulation of robust and
conservative approximations of possible states or behaviors.

Contractors and separators were also introduced as tools to characterize sets and to
propagate constraints. Both are essential for representing sets consistent with a constraint.
Pavings can be computed to represent sets by enclosing them with collections of boxes,
which can be inner or outer approximations. This paving approach allows for a flexible
and efficient representation of sets. They are particularly useful in two-dimensional cases,
as the paving can be visualized in a figure. In higher-dimensional cases, the number of
boxes can be very large due to bisections, so the computation of a paving is less efficient,
and the representation of these pavings is not as intuitive.

Some paving algorithms were presented, including the classical SIVIA algorithm and
its variants. These algorithms were primarily introduced to pave a box to compute the
outer and eventually the inner approximation of a set defined by a constraint using a
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(a) & = 0.5 (b) & = 0.25

(c) & = 0.05

Figure 4.7 Paving resolution on the 5 balls figure
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regular paving. Modern paving methods take advantage of contractors to reduce the size
of boxes at each iteration, leading to more efficient computations, but producing a non-
regular paving. The SIVIA algorithm, in its various forms, is a cornerstone of set methods,
enabling the computation of guaranteed enclosures of solution sets under uncertainty.

This manuscript will take a stability analysis and an invariance analysis approach, in
contrast to other uses of set methods for the study of dynamic systems, which focus on
the integration of system evolution equations and the propagation of uncertainties along
the time. Actually, there is a community that aims to enclose the trajectories of dynamical
systems in sets. There is for instance the guaranteed integration of CAPD [103], or the
enclosing of trajectories of robots in tubes developed in the Codac Library [77].

Taken together, all these tools presented in this part constitute a powerful framework
for modeling and solving problems in robot navigation and state estimation, especially
in environments characterized by limited sensing, complex constraints, and modeling
uncertainty. In particular, they form the backbone of the approaches developed in the
second part of this manuscript, where they are applied to stability analysis and state
estimation in practical navigation tasks. Chapter 2 present the formalism of dynamical
systems that will be necessary to model robots, then Chapter 3 introduces finite state
machines and timed automaton that plays a central role in the cycle navigation. Finally,
Chapter 4 have presented the set methods that will be used to ensure the stability of
the navigation cycle, and to estimate the state of the robot in a robust way. The formal
guarantees offered by set methods are essential for ensuring robust performance in safety-
critical and poorly observable systems.
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5.1 Introduction

Robotic systems conventionally solve the state estimation problem before starting to navi-
gate. This approach, formalized by Smith & Cheeseman [86] and extensively documented
in probabilistic robotics literature [91], mandates accurate localization as a prerequisite for
navigation tasks. The methodology relies on continuous pose estimation through sensor
fusion algorithms, typically incorporating Global Navigation Satellite Systems (GNSS) for
terrestrial applications or acoustic positioning systems in underwater environments.

The dependency on external positioning references presents fundamental limitations
in GNSS-denied operational domains. Underwater robotics applications suffer from this
constraint, where electromagnetic signal attenuation renders satellite-based positioning
inoperative. Current underwater positioning methodologies employ acoustic systems,
specifically Long Baseline (LBL) and Ultra-Short Baseline (USBL) configurations. LBL
systems achieve positioning accuracies between 0.01m and 1m through triangulation from
multiple seafloor-mounted transponders [62]. However, these systems require extensive
infrastructure deployment, including pre-mission bathymetric surveys and geometric
optimization of transponder arrays.
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USBL systems offer operational flexibility through surface vessel integration but exhibit
range-dependent accuracy degradation [94, 17]. Both acoustic positioning modalities
impose significant economic and logistical constraints on autonomous underwater vehicle
(AUV) operations, particularly in deep-water or remote deployment scenarios where
infrastructure establishment becomes economically prohibitive. It also requires that a
surface support vessel is able to navigate the mission area to set up the acoustic positioning
system, which is not always possible.

Recent advances in GNSS-denied navigation have focused on computational complex-
ity reduction and sensor fusion optimization [1]. However, these approaches maintain
the fundamental requirement for initial state estimation prior to navigation execution,
perpetuating operational limitations in infrastructure-constrained environments.

This chapter presents cycle navigation, a new paradigm for autonomous robotic navi-
gation. This approach, unlike traditional methods, starts by controlling the robot to move
along a predefined cyclic trajectory without knowing its position. Then, by gathering
a few exteroceptive measurements, the cycle is progressively shifted and stabilized in
the environment. Once the cycle is stabilized, the state estimation problem is resolved.
This method represents a significant departure from conventional navigation paradigms,
enabling autonomous operation in infrastructure-denied environments while maintaining
a robust and efficient navigation framework.

The cycle navigation method combines a dynamical system and a timed automaton
into a discrete system with transition durations as inputs the transition durations of the
automata. Adjusting the transition durations will affect the position of the cycle. The
theoretical analysis proves the system controllability, and a controller is designed to
stabilize the cycle to the desired stable cycle in the environment.

Cycle navigation eliminates dependency on external positioning infrastructure while
enabling immediate navigation task execution. The method exhibits robustness in feature-
sparse environments where simultaneous localization and mapping (SLAM) algorithms
may fail due to insufficient observational data. The mathematical framework provides con-
vergence guarantees for limit cycle stability, ensuring simultaneous resolution of navigation
and localization objectives.

The theoretical contributions of this chapter include:
(i) Formalization of the cycle abstraction of a dynamical system and its associated

timed automaton,
(ii) Controllability analysis of the cycle discrete system,
(iii) Design of a controller to stabilize the cycle in the environment,
(iv) Simulation and experimental validation of the cycle navigation method
Themethodology represents a fundamental shift from conventional navigation paradigms,

replacing the sequential localize-then-navigate approach with a concurrent navigate-while-
localizing framework. This inversion enables autonomous operation in infrastructure-
denied environments while maintaining mathematical rigor through hybrid system theory
and providing theoretical guarantees of convergence to stable, localizable cyclic trajectories.

5.2 Formalism

Consider a dynamical systemwith state x and of input u following the dynamical evolution
equation

¤x = f (x, u). (5.1)

Let x0 be the initial state of the system. Then there exists a flow function ϕ which is
the solution of Equation (5.1)
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x(C) = ϕ(x0 , C). (5.2)

This flow function ϕ is the same as presented in Chapter 2, and is the solution of the
dynamical system evolution equation Equation (5.1).

Consider now a cyclic deterministic timed automaton

A = 〈Σ, & = {@8 , 8 ∈ [[0, = − 1]]}, &0 = {@0}, �, �, �〉, (5.3)

with an input u8 associated to each state @8 . As the state machine is executed, the input
associated with the current state is used to control the dynamical system. The block
diagram of this concept is shown in Figure 5.1b.
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(a) Cyclic timed automaton

¤x = f (x, u)A u x

(b) Block diagram of the system
controlled by a timed automaton

Figure 5.1 Controlling a dynamical system using a cyclic timed automaton

The robot is a continuous dynamical system, and the timed automaton is a discrete one.
The coupling of these two systems forms a hybrid system [28], where the timed automaton
controls the dynamical system by providing inputs u8 to the evolution equation Equa-
tion (5.1). The details of such systems is not developed in this manuscript as it is not the
focus of this work, but the interested reader can refer to [93] for a complete introduction to
hybrid systems.

The dynamical system is then governed by an evolution equation with a constant input
u8 during the state @8 . This function is denoted by f8 for convenience. The flow function
ϕ8 : S ×T → S is also defined for the dynamical system following the evolution equation
f8 . This flow function models the evolution of the system under the action of the evolution
function f8 for the duration 38 .

This hybrid system is an event-driven system, where transitions between states are
triggered by the clock constraints of the timed automaton. When the clock 2 exceeds
the duration 38 , an event triggers the transition from state @8 to state @(8+1). Event-driven
systems are not new [60, 19], and are used in robotics to trigger measurements or changes
of control laws based on events.

By denoting by x8 the state of the system when the timed automaton switches from
state @8−1 to @8 , the flow function ϕ8 links these different states during execution of the
finite automaton
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x8+1 = ϕ8(x8 , 38). (5.4)

Through transitions, the cyclic timed automaton controls the dynamical system by
moving it through successive states x8 as shown in Figure 5.2. Introducing the operatorh=
8=0 to denote the composition of functions over the cyclic time automaton states, φ

represents the flow functions over a complete iteration of the automaton.

x0 x1 x=−1 x=…

f0 , ϕ0 f=−1 , ϕ=−1

φ(x0) = h=−1
8=0 ϕ8(x0 , 38)

Figure 5.2 Composition of flow functions over a cycle

5.3 Cyclic period

For a cyclic deterministic timed automaton, it is possible to define the cyclic period.

Definition 44. The cyclic period ) of a cyclic deterministic timed automaton is the duration of a
complete iteration of the timed automaton until it returns to its initial state. Suppose that for each
edge 4 ∈ � starting from the state @8 , the clock constraint 1 ∈ B(�) is {2 > 38}, then

)(x0) =
8==∑
8=0

38 . (5.5)

In the case of the cyclic navigation, the cyclic period )(x0) is considered independent
of the initial state of the dynamical system x0.

Definition 45. The coupled timed automaton and the robot are fully cyclic, if the cyclic period )
does not depend on the initial condition of the robot x0. In this case

∀x0 ∈ R= , )(x0) = ). (5.6)

This condition requires that the dynamical system should behave in the same way
regardless of its initial state. This is the case for many dynamical systems, such as the
unicycle model [22], where the trajectory of the robot is independent of its initial position.
This condition implies that the system is time invariant, and that the disturbances are
constant spatially and temporally during the experiments.

5.4 Synchronization condition

Definition 46. A dynamical system and a timed automaton are synchronized if the state of the
dynamical system x returns to the same state after a complete iteration of the cyclic timed automaton.
This condition is fulfilled if the flow function φ meets the condition

φ(x(C)) ¬ x(C + )) = x(C). (5.7)

The synchronization of the timed automaton and the dynamical system is essential to
have the trajectory of the vehicle describing cycles. If the synchronization condition is not
satisfied, either the timed automaton structure is inadequate in which case the trajectory
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imposed on the robot is not well-designed to perform cycles, or the transition durations
are not correctly adjusted, in which case the dynamical system and the timed automaton
can be synchronized by adjusting the transition durations.

Example 26. Suppose a dynamical system of state x =
[
G H �

]) , following the unicycle
evolution equation

¤x = f (x, D) =

E · 2>B(�)
E · B8=(�)
D

, (5.8)

where G, and H are the abscissa and the ordinate of the vehicle, E is its velocity, and the input D
controls its turning rate. When D is equal to zero, the vehicle is moving straight forward, when it is
positive the vehicle turns anti-clockwise, and when it is negative the vehicle turns clockwise.

A cyclic deterministic timed automaton A = 〈Σ, &, &0 , �, �, �〉 is defined to control this
vehicle, with the following parameters:

• Σ = ∅
• & = {@8 , ∀8 ∈ [[0, 7]]}
• &0 = {@0}
• � = {2}
• � = &

• � = {48 , ∀8 ∈ [[0, 7]], 48 = 〈@8 , @(8+1)%7 , ·, 2 ≥ 38 , {2}〉}, where 38(ω) is the duration of
the 8Cℎ state, before the transition triggering.

To each state @8 is associated an input D = 8%2. The trajectory of the vehicle is then alternatively
describing straight lines or circle arcs. The duration of each state 38 is chosen following Equation (5.9)
such that with a vehicle velocity E = 1, straight lines are 1 meters long, and circle arcs are 90
degrees left turns.

38 =

{
1 8%2 = 0
�
2 4;B4

(5.9)

Figure 5.3a shows the cyclic timed automaton and the associated trajectory described by the
vehicle under the timed automaton input. The vehicle and the cyclic timed automaton are synchro-
nized as the robot state returns to its initial state after an iteration of the timed automata. The cyclic
period is ) = 4 + 2�.

Remark. At this step, the flow function ϕ is important to ensure the synchronization condition
is met. It is not always possible to find an analytical expression for the flow function, especially
for complex dynamical systems. In this case, the flow function can be approximated using nu-
merical methods if required, even with guarantees when dealing with set methods for numerical
integration [42, 80] of CAPD [103] or codac [77].

5.5 Cycle discretization

Now a discretization of the system is required, to look at the evolution of the cycle through
the cyclic timed automaton iterations.

Definition 47. Let η: be the state of the dynamical system at the beginning of the :Cℎ iteration of
the timed automaton. η: is called the cyclic state of the system.

Remark. In navigation using cycles, the cyclic state η: is never measured, and almost never
estimated, except in Chapter 8 where the cyclic state is estimated using set methods. This is one of
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(b) Trajectory of the robot

Figure 5.3 Square cycle described by the trajectory of a robot controlled by a cyclic timed automaton

the main differences with traditional navigation methods, where the state of the robot is continuously
estimated.

Also introduce the possibility of adjusting the transition durations at the beginning of
the :Cℎ iteration of the state machine using an input parameter ω: .

Definition 48. Let ω: be a vector of parameters of the timed automaton at the beginning of the
:Cℎ iteration. ω: is called the cyclic input of the system and can adjust the transition durations
38(ω:) of the timed automaton.

Then, transition durations now depend on this parameter 38(ω), but remain constant
over an iteration.

Expressions of 38(ω) should ensure that when ω: is a null vector, the dynamical system
and the timed automaton should be synchronized. In contrast, this synchronization
condition is temporarily unmet when ω: is not null. Figure 5.4 shows the block diagram
of the discretization.

¤x = f (x, u)A u xω

(a) Timed automaton and dynamical system

η:+1 = γ(η: ,ω:)
ω: η:+1

(b) Discretized cycle

Figure 5.4 Discretization step of the controlled system

Remark. The input parameter ω: of the timed automaton does not have to alter all the durations
38(ω:), but could modify only a subset of the transition durations.

5.6 Moving the cycle

To move the cycle in the two-dimensional plane, a subset of transition durations 38 has to
be chosen in such a way that the cycle itself is isoactuated. Changing some durations will
affect the state of the cycle η: through iterations.
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Example 27. For the square cycle example, the cycle has to be controlled around its three degrees
of freedom, which are the x-axis, the y-axis, and the rotation around itself. It requires then three
transition durations 38 to be controlled, as long as no redundancy occurs in their action on the
displacement of the cycle.

Therefore, ω: =
[
$:,0 $:,1 $:,2

]) is a three-dimensional vector, and chosen durations can
be 

34 = 1 + $:,0

36 = 1 + $:,1

37 = �
2 + $:,2

. (5.10)

By changing the durations 34, 36 and 37, the length of the green line, the orange line, and the
red circle arc are respectively affected, and this allows moving the starting position of the next cycle.
Figure 5.5 shows the effect of modifying some transition durations 38 of the timed automaton on the
trajectory of the vehicle.

It is then possible for this example to find the expression of the evolution function γ(η: ,ω:) of
the cycle

γ(η: ,ω:) = η: +

−2>B(�:) · $:,0 − B8=(�:) · $:,1 +

−B8=(�: )+B8=
(
�:+ �

2 ·$:,2
)

�

B8=(�:) · $:,0 − 2>B(�:) · $:,1 +
2>B(�: )−2>B

(
�:+ �

2 ·$:,2
)

�
$:,2

 . (5.11)

Figure 5.6 shows the action of the modification of these durations on the trajectory of the cycle
through iterations. The cycle is moved in its own frame along its three degrees of freedom.

Remark. As the flow function is available for the Dubins car as presented in Chapter 2 and in [67],
there is an analytical expression of the trajectory of the robot in the two-dimensional plane. This
may not be the case for all dynamical systems. As a reminder, in this case the trajectory of the robot
can be estimated using numerical integration [42] of CAPD [103] or codac [77] methods.

In the case of the square cycle, the cycle is controlled in its own frame, i.e. the cycle is
shifted along its x-axis and y-axis. A change of input could lead to a control in the world
frame, regardless of the orientation of the cycle.

Remark. Some transition durations 38 are affecting many degrees of freedom. For instance, altering
37 will change the orientation of the cycle �:,2, but also its position �:,0 and �:,1. This phenomenon
can be seen in Figure 5.6d, in which the position of the cycle is shifted through iterations.

5.7 Change of input

The goal now is to control the state of the cycle in the world frame, regardless its orientation.
This first stage of regulation will compute ω: , the input of the cycle, from the requested
move ν: expressed in the world frame using

ω: = ζ(�: , ν:) =

−2>B(�:) · �:,0 + B8=(�:) · �:,1 −

−B8=(�: )+B8=
(
�:+ �

2 ·�:,2
)

�

−B8=(�:) · �:,0 − 2>B(�:) · �:,1 −
2>B(�: )−2>B

(
�:+ �

2 ·�:,2
)

�
�:,2

 . (5.12)

With this change of input, the current dynamics of the system are then modeled by

η:+1 = η: + ν: , (5.13)
and the evolution equation of the system is now linear. Figure 5.7 shows the block diagram
of the regulation.
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Figure 5.5 Square cycle controlled using some durations of the timed automaton

5.8 Degrees of freedom and control saturation

The dynamical systemmay have constraints that prevent it frommoving in some directions,
as with the unicycle for instance which is a non-holonomic system. However, using the
cycle discretization, the new system may be controlled along all the directions if the
controlled transitions are well-chosen without redundancy.

The inputs ω: can be seen as actuators for the cycle. There is a kind of one-way
saturation phenomenon on these actuators, as the transition durations must satisfy the
non-negativity constraint:

∀8 ∈ [[0, =]], 38(ω:) ≥ 0 (5.14)

This means that for any desired state η3 near the current state η: is reachable in one
step, but a condition is linking η3, η: , and the dimensions of the cycle.
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Figure 5.6 Moving the cycle using ω:

η:+1 = γ(η: ,ω:)ζ(�: , ν:)
ω:

�:
ν: η:+1

Figure 5.7 Block diagram of the controlled cycle

5.9 Sensor referenced control

The robot is now able to performmeasurementsµ: at each iteration :. Thesemeasurements
can be used to adjust the input of the cycle ω: to stabilize the cycle in the environment.
The whole system is modelled by

S :
{
η:+1 = γ(η: ,ω:)
µ: = σ(η: ,ω:)

. (5.15)

The measurements µ: can be used to control the system by generating inputs ω: to
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Figure 5.8 Cycle control in the world frame

maintain the desired cycle. The measurement function σ maps the state and input to the
measurements. It depends on the environment, the physical quantity sensed by the robot,
and the position of the measurements relative to the cycle.

Remark. The measurement equation σ(η: ,ω:) is almost never invertible with minimal sensors
(one dimensional depth ranging sonar, temperature sensor, electric sense, etc.), as there exist many
cyclic states η: that will give the same measurements µ: . With classical navigation sensors, such
as GNSS, the goal is to have this measurement equation invertible to estimate the position of the
system without any ambiguity from a measurement. The cyclic state η: is then not measured, and
not estimated at this point. Chapter 8 will show how to estimate the cyclic state using set methods
and measurements gathered by minimal sensors.

In the cycle formalism, it is important to notice that : is the counter of the cycle iteration,
but it does not represent a time. Therefore, as : is used for the cyclic state η: , and for the
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cyclic measurements µ: , these are not representing the same instant, but less classically, µ:

is a vector of measurements gathered all along the cycle at different times. Measurements
performed in the future are transported at the start of the :Cℎ iteration of the cycle, by a
Poincaré transport operation [89, 69]. Focusing on measurement times in an event-driven
system parallels max-plus algebra and the dater approach [38].

Remark. It is possible to decouple the position of the measurements and the regulation of the cycle
in order to simplify the control. This means that it is preferable to have the measurement equation
only depending on the state of the cycle

µ: = σ(η:) (5.16)

to avoid the input ω: affecting the measurements µ: . In practice, it implies that the measurements
have to be gathered in states of the timed automata before transitions affected by the automata input
ω: .

Using these measurements, a feedback control law can be designed to adjust the input
ω: to ensure the cycle remains stable and follows the desired trajectory.

Example 28. Suppose the robot is equipped with an echosounder and is able to measure the depth
below itself. The measurement positions are fixed relative to the state of the cycle, in other words
relative to the start of the cycle. Two measurements are performed by the robot on the cycle, and
these positions are shown in Figure 5.9b.
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Figure 5.9 Environment and measurements positions

The measurements µ: are the depth below the robot at the positions of the measurements. The
measurement function σ is then defined by

6(x) = 10 + min
8=0,1

{
0.1 · det(bi − ai ,

[
G H

]) − ai)
}

00 =
[
0 5

])
, 10 =

[
−1 0

])
01 =

[
−1 0

])
, 11 =

[
5 −3

]) . (5.17)

Figure 5.9a shows this simulated seafloor. It is noticeable that there are two corners in which a
square cycle could be stabilized. This will be the goal of the regulation stage which will be designed
hereafter.
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5.10 Controller design

As the inputs are decoupled in eq. (5.13), the controller can be designed for each input
independently. Then, the controller will be able to stabilize the cycle in the environment
using measurements µ: .

It is then possible to consider the discrete one-dimensional problem modelling the
state of the cycle through iterations{

G:+1 = G: + D:
I: = 0 · G: + 1

, (5.18)

where G: is the state of the system at the :Cℎ iteration, and I: is the measurement of the
depth below the robot. The seafloor is assumed to be linear with coefficients 0 and 1

estimated.
The goal is to find a controller to generate inputs D: to move the state G: toward G3

only by using measurements I: . First, we use the measurement equation to define I3

I3 = 0 · G3 + 1. (5.19)

Then, without loss of generality, suppose that G3 = 0. It comes 1 = I3. A Lyapunov
based-synthesis [14] will be used to design the controller which will stabilize the system
around its reference I3. This controller is designed to ensure the system stability using
the Lyapunov stability analysis presented in Chapter 2. By denoting by 4: = I3 − I: the
measured error of position, it is possible to define the Lyapunov function

+: = 42
: . (5.20)

Then, +:+1 −+: is developed as follows

+:+1 −+: = 42
:+1 − 4

2
:

= (I3 − I:+1)2 − 42
:

= (I3 − (0G:+1 + 1))2 − 42
:

= (I3 − (0(G: + D) + 1))2 − 42
:

= (I3 − (I: + 0D:))2 − 42
:

= (4: − 0D:)2 − 42
:

= 42
: + 0D

2
: − 204:D: − 42

:

= 0D:(D: − 24:).

This difference +:+1 −+: has to be negative to have a stable behavior of the controlled
system. This quantity is negative if and only if

0D:(D: − 24:) < 0. (5.21)

This criterion will helps to design a suitable controller for the system that ensure the
stability of the cycle in the environment. The next subsections will present the design
of four controllers for the one-dimensional system of Equation (5.18). The progression
toward the well-suited controller is shown, as this is exactly the approach that was used to
find the controller in field experiments.
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5.10.1 Dead-Beat controller

A dead-beat controller will find the input D: such that the output of the system I: reaches
the reference I3 in one or a few steps [101]. In the current case, this is possible to reach the
set-point in one step. To do this, the input should cancel the current state of the system G:
and feed the desired state for the output.

The dead-beat controller for this system is defined by

D: =
I: − 1
0
+ I3 . (5.22)

If the initial state is G0, then G1 = G0 + D0 = G0 + I0−1
0 + I3 = G3, and the reference is

reached in one step. Figure 5.10 shows the application of this dead-beat controller on the
proposed one-dimensional example. The seabed is shown in purple, the reference I3 is
shown in red, and the position of the robot through iterations is shown in blue. In this
example, as the dead-beat controller is able to reach the reference in one step, there is only
the initial point at G = 5 and the final point at G = −7.5 that are visible. These colors will
be used in the next figures to show the evolution of the system.
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Figure 5.10 Simulation of the dead-beat controller

Remark. The dead-beat controller works well on this example because the measurement equation
I: = 0G: + 1 is perfectly known. In the case the measurement equation is uncertain, the system
dynamics are not exactly compensated; convergence will occur over multiple iterations, and the
behavior of the dead-beat controller is similar to a proportional controller.

5.10.2 Proportional controller

A proportional controller can be designed to stabilize the system around the reference
I3 [45, 85]. The proportional controller is defined by

D: =  4: . (5.23)

Theorem 4. The proportional controller is Lyapunov-stable if and only if 0 <  < 2.

Proof. The controller should satisfy the condition Equation (5.21) to ensure a stable behavior.
The difference +:+1 −+: is then
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+:+1 −+: = 0D:(D: − 24:)
= 0 4:( 4: − 24:)
= 0 42

: ( − 2).

And the controller is Lyapunov-stable if and only if +:+1 −+: < 0. This is equivalent to

+:+1 −+: < 0⇔ 0 42
: ( − 2) < 0

⇔  − 2 < 0
⇔ 0 <  < 2.

Figure 5.11 shows the set of stability of the proportional controller. The pink area
is the set of (4: ,  ) that do not satisfy the Lyapunov condition, and the blue area is the
set of (4: ,  ) that respect the Lyapunov condition. Choosing a gain  means drawing a
horizontal line, and by choosing a gain  such that 0 <  < 2 ensures the stability of the
system, for the entire range of the error 4: .
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Figure 5.11 Stability condition for the proportional controller

�

Figure 5.12 shows the application of this proportional controller on the one-dimensional
example with a gain  = 1. We see that the system converges and remains stable around
its reference I3.

Remark. With a large error 4: , the input D: =  4: will be large too. Then, the cycle will no longer
be a cycle, and the robot’s trajectory will be greatly distorted. This is a problem of the proportional
controller, particularly when the gain  is high. This can also be a problem if the depth under the
robot is measured incorrectly. If the signal bounces off a fish passing underneath the sensor, the
cycle can go very far off in one direction.

5.10.3 Sign controller

The sign controller is a controller that will stabilize the system around the reference I3
using the sign of the error 4: . The controller is defined by
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Figure 5.12 Simulation of the proportional controller

D: =  B86=(4:). (5.24)

This sign controller moves the state of the cycle through iterations by a constant shift  .
This controller is inspired by a sliding mode controller [45, 85], but it is not in its classical
form as it is used in set-point regulation, and the system is discrete.

Theorem 5. There is no constant gain  for the sign controller over the entire error range 4: such
that the controller converges the system to its reference.

Proof. Let us choose a gain  ∈ R∗+. Define the error 4: =  
4 > 0, then the difference

+:+1 −+: is

+:+1 −+: = 0 

(
 − 2 4

)
=
 2

2 > 0. (5.25)

Therefore, this shows that the controller is not Lyapunov-stable for the whole range of
the error 4: . Figure 5.13 shows the set of stability of the sign controller. The pink area is
the set of (4: ,  ) that does not respect the Lyapunov condition, and the blue area is the
set of (4: ,  ) that respect the Lyapunov condition. Choosing a gain  means drawing a
horizontal line, but it is impossible to find one that does not cross the pink area.

�

The system behavior is shown in Figure 5.14. The system is not globally stable in the
Lyapunov sense, but it is stable in a bounded region of the error 4: . The controller ensures
the error will converge and remains in a ball around the reference I3 of radius A =  

2 .

5.10.4 Tanh controller

The tanh controller is a controller that presents the advantage of the sign controller, i.e. the
saturation that prevent the cycle from being overly distorted, but also adapt the behavior
of the cycle around the reference. The tanh controller is defined by

D: =  tanh(4:). (5.26)

Theorem 6. The tanh controller is globally stable if the gain  is chosen such that 0 <  < 2.
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Figure 5.13 Stability condition for the sign controller
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Figure 5.14 Simulation of the sign controller

Proof. The Lyapunov stability of the controller is ensured if the difference +:+1 − +: is
negative. The difference is then

+:+1 −+: = 0 tanh(4:) ( tanh(4:) − 24:) (5.27)
= 0 tanh(4:) ( tanh(4:) − 24:) . (5.28)

�

5.11 Choice of the controller

A controller comparison is shown in Table 5.1, and a choice of the controller is made
according to the desired behavior of the system. The dead-beat controller is the most
efficient controller, but it requires a perfect knowledge of the system dynamics and the
seafloor. The proportional controller is a good compromise between efficiency and robust-
ness, but it deforms cycles a lot for large errors. The sign controller is interesting because
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Figure 5.15 Stability condition for the tanh controller
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Figure 5.16 Simulation of the tanh controller

of its saturation, and ensures a finite time convergence, but the error only converge in a
bounded region around the reference. The tanh controller is a good compromise between
the proportional and the sign controller, as it ensures tha convergence of the error toward
zero, and the saturation of the input.

Controller Global stability Saturation Convergence
Dead-beat Yes No Finite-Time

Proportional Yes No Asymptotic
Sign No Yes Finite-Time
Tanh Yes Yes Asymptotic

Table 5.1 Comparison of the controllers
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5.12 BlueBoat Application

A trial of the square cycle was conducted on the Guerlédan Lake in central Brittany, France.
Figure 5.17 shows the Guerlédan departmental nautical base on the Guerlédan Lake where
the trials were conducted.

Figure 5.17 Guerlédan departmental nautical base

This area is a perfect place to test the cycle control as the seafloor is well known, as
shown in Figure 5.18. This map shows the depth at each point of the lake. Constant depth
lines, isobaths, are also shown. This will be used to stabilize the cycle in the environment.

As the lake is a reservoir, its level can vary according to the seasons and the turbines.
However, the level varies very slowly compared to the duration of the experiments, and it
could be considered constant. The only problem is to reproduce the experiments a few
months apart, as the target isobath could no longer be placed at the same location.

The BlueBoat was used to conduct the trials. The BlueBoat is a small autonomous boat
developed by Blue Robotics. It is equipped with an inertial unit, a magnetometer, and a
GNSS receiver, and has two propellers that are differentially controlled. The boat’s hull
is designed with two anti-drift surfaces to prevent sway. Its dynamical behavior is then
close to the unicycle model. The boat is also equipped with an echosounder to measure
the depth below the robot. The boat is shown in Figure 5.19.

For the experiments, GNSS signals were recorded to obtain the ground truth of the
trajectory of the robot, but were not used in the control loop. The timed automaton was
implemented inside the robot to control itself. The tanh controller was chosen to stabilize
the cycle in the environment relative to the 18 < isobath. As the degrees of freedom are
decoupled, measurements and control were performed independently along the x-axis
and the y-axis. The boat was then able to stabilize itself around the 18 < isobath, and the
results are shown in Figure 5.20.

A video of the experiments is available at https://youtu.be/MDJ6iHYhxyM. On this
video we can see the BlueBoat navigating toward the 18 < isobath, and then stabilizing
itself around this isobath. This corresponds to the trial shown in Figure 5.20. The video
footage was shot by a drone at fixed altitude, and with a camera pointing down at the
scene. The movement of the BlueBoat is visible as the robot moves relative to the shore.
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5.12 BlueBoat Application

Figure 5.18 Guerlédan Lake seafloor made at ENSTA

Figure 5.19 BlueBoat on the Guerlédan Lake
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Figure 5.20 BlueBoat navigating using stable cycles

5.13 Conclusion

This chapter has established the mathematical foundation for cycle navigation as a viable
alternative to conventional localization-first navigation paradigms. The formal framework
developed herein demonstrates that robotic systems associated with a timed automaton
can be modeled as discrete dynamical systems, to achieve autonomous navigation in
GNSS-denied environments.

The primary theoretical contributions of this work include the formal characterization
of the cycle navigation problem within the framework of discrete system theory, the
demonstration of system controllability properties, and the design of adaptive control
algorithms for cycle stabilization.

The controller design developed in this chapter addresses the fundamental challenge
of cycle stabilization through adaptive modification of automaton transition parameters
based on sparse environmental measurements. The control strategy operates by iteratively
refining cycle parameters to minimize deviation from predefined reference trajectories
while maintaining system stability throughout the convergence process. This approach
enables the simultaneous resolution of navigation and localization objectives without
requiring prior state estimation.

Validation of the theoretical framework has been conducted through comprehensive
simulation studies and experimental verification using real robotic platforms. The simu-
lation results demonstrate convergence properties under various initial conditions and
environmental configurations, confirming the theoretical predictions of system behavior.
Experimental validation conducted on physical robotic systems provides empirical evi-
dence of the practical applicability of cycle navigation in real-world scenarios, validating
the transition from theoretical formulation to operational implementation.

The experimental results corroborate the simulation findings, demonstrating successful
cycle stabilization and convergence to predefined reference trajectories. These results
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validate the fundamental premise that navigation can precede precise localization while
maintaining system stability and task completion objectives. Once converged on the stable
cycle, the state estimation problem is solved, as the position of the robot is known.

However, the analysis has revealed that system convergence is contingent upon initial
condition constraints. The experimental and simulation evidence indicates that certain
initial states may lead to divergent behavior, preventing convergence to the desired stable
cycle. This observation highlights a critical limitation of the current framework and
identifies the boundary conditions that define the domain of convergence for the cycle
navigation approach.

The successful implementation of cycle navigation represents a paradigmatic advance-
ment in autonomous robotic systems operating in infrastructure-constrained environments.
The methodology eliminates dependency on external positioning references while provid-
ingmathematical guarantees of convergencewithin specific operational domains. The cycle
abstraction offers a rigorous theoretical foundation for further development of navigation
algorithms that prioritize immediate task execution over precise initial localization.

Future research directions emerging from this work focus on the comprehensive char-
acterization of the basin of attraction for stable cycle convergence. The identification and
formal definition of initial conditions that guarantee convergence to stable cyclic trajec-
tories represent critical advancements for practical implementation of cycle navigation
systems. This analysis will provide operational guidelines for system initialization and
define the operational envelope within which cycle navigation can be reliably deployed.
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6.1 Introduction

Chapter 5 showed how to control cycles in the world frame using measurements. A
candidate control law was found to ensure the stability of the system, and to move the
cycle toward a desired position in the world frame described by reference measurements.
This chapter will focus on the proof of stability of the cycle on a bathymetric map.

There are mainly two kinds of approaches to prove the stability of a dynamical system.
Lyapunov methods consist of finding a positive potential with a negative derivative along
the trajectories of the system. By exhibiting such a function, the system is guaranteed to
have a neighborhood around the equilibrium point where trajectories converge. However,
this method will not prove the global convergence of the system.

Another approach is to find a positive invariant set for the dynamics of the considered
system. This set is a set of states where the system will remain once it has entered this
set. This proves the existence of a stable set. Then, it is possible to iteratively expand this
positive invariant set by adding states that lead to it. This builds the capture basin of the
dynamical system, which not only characterizes the region of stability of the system, but
also the set of initial states where the system will globally converge to the equilibrium
point. The tools developed in Chapter 2, and Chapter 4 will be used to prove the stability
of the cycle navigation in this chapter, especially positive invariant sets, and capture basin
characterization for dynamical systems.

Figure 6.1 highlights that for the same timed automaton, cycle trajectories could con-
verge towards a stable cycle, or could slide indefinitely on isobaths depending on the
initial conditions. This requires the study and characterization of a set of initial conditions
which will lead to the convergence of the cycle towards a stable cycle.
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Figure 6.1 Stability of the cycle navigation

We recall here that the considered system is a coupled timed automaton A and a
dynamical system S, with the automaton feeding inputs for the dynamical system, as
presented in Chapter 5. Figure 6.2a shows the structure of the coupled automata and robot,
while Figure 6.2b shows the control structure of the cycle. These figures show that the
control is measurement based, i.e. the reference is µ̄ and the measurements are µ: . The
cyclic state of the system is η: , which is the state of the cycle at iteration :. This state is
not measured nor estimated in this case. Moreover, the goal of this chapter is to prove the
stability of the cycle navigation in the cyclic state space, even if the control loop is done in
the measurement spare.

¤x = f (x, u)A u xω

(a) Coupled automaton and dynamical system

η:+1 = γ(η: ,ω:)
µ: = σ(η: ,ω:)ζ(�: , ν:)K · C0=ℎ

( ε:
r
) ω:ν:

�:
ε:µ̄

+
µ:

−

(b) Controlled cycle

Figure 6.2 Block diagrams of the cycle navigation system
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6.2 Cycle iteration stability

First, classical linear theory will be used to study the stability of the cycle. As shown
in Chapter 7, the system composed of the timed automaton and the dynamical system
follows Equation (5.13). Then, the system is modelled by Equation (6.1), with A = I= and
B = I= .

η:+1 = Aη: + Bν: (6.1)

The stability of the system over an iteration is then studied using the eigenvalues of
the matrix A. The system is stable if and only if the eigenvalues of � are in the unit circle.
As the matrix A is the identity matrix, the eigenvalues of A are all equal to 1. Therefore,
the system is marginally stable.

Example 29. Referring back to the square cycle example, Equation (6.1) shows the evolution of the
system. In this equation A = I3, and B = I3. The eigenvalues of A are then �1 = 1, �2 = 1, and
�3 = 1. To ensure asymptotic stability, eigenvalues should belong to the unit circle. As eigenvalues
are exactly on the unit circle, the system is then marginally stable.

Therefore, under a null input ν: = 0= , the system state η: does not evolveg. However, whatever
the disturbance applied on the system, it will be destabilized as the state will not naturally remain
the same. This highlights the need to implement a suitable control law to have a stable behavior.

It is noticeable here that the discretization of the cycle is not classical. Actually, mea-
surements are performed along the trajectory of the robot, during the :Cℎ iteration, but
all measurements are transported to the same cyclic state η: . Therefore, : is not a time of
measurement, but an index of the cycle. Figure 6.3 shows the transport of measurements
on the cyclic state.

Figure 6.3 Transport of measurements on the cyclic state

6.3 Stability of the cycle on the bathymetric map

The stability of the cycle on a bathymetric map is now studied. The chosen simulated
environment is shown in Figure 5.9a. The cycle is moved in the world frame using the
C0=ℎ control law described in Chapter 5. The goal is to prove the global stability of the
cycle on the bathymetric map.

6.3.1 Vector field of the system

The closed-loop system composed of the dynamical system and controller is now evolving
on the bathymetric map. Two measurements µ: =

[
�0 �1

]) are taken along the cycle, �0
controls the displacement along the y-axis of the cycle, as shown in Figure 6.4a, and �1
controls the displacement along its x-axis, as shown in Figure 6.4b. On these two figures,
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the largest is the error, the largest will be the requested displacement of the cycle, with
the saturation of the C0=ℎ function. The color represents the intensity and the sign of the
displacement along the G and H axis.
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(a) Influence of �0 on the control of the cycle
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(b) Influence of �1 on the control of the cycle

Figure 6.4 Vector field along G and H axis

It is noticeable that the vector field depends onmeasurements to guide the cycle toward
a desired state. This phenomenon is more visible in Figure 6.5, which is the sum of the
two vector fields related to the two measurements. This vector field seems to present an
equilibrium state around η̄ =

[
0 0

]) as all vectors seem to converge toward this state.
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Figure 6.5 Vector field of the controlled cycle

Remark. Another equilibrium point seems to be at η =
[
5 −10

]
, but this equilibrium seems to

be a hyperbolic fixed point as the vector field induces no displacement only at η =
[
5 −10

]
, and

the vector field tends to move the surrounding points away from each other [73].
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6.3 Stability of the cycle on the bathymetric map

6.3.2 Positive invariant set

The hypothesis formulated above now needs to be verified. If the state around η̄ =
[
0 0

])
is an equilibrium point, it should be possible to exhibit a positive invariant set around this
state. We recall here that the regulation is done on measurements µ: , but that the stability
is studied on the cyclic state η: .

A positive invariant set P is invariant under the evolution equation of the dynamical
system, that is [γ](P) ⊆ P [5, 82, 9].

A way to compute an inner approximation of this set is to build a sequence of sets
P: which will converge towards P. P0 is initialized by a box of the state space around a
supposed stable state, and P:+1 is computed as the intersection of P: and [γ](P:). Therefore,
each state which belongs to P: and which is moved out of this set by the application of
the system dynamics is removed from the solution for P:+1. Thus, the set P: is iteratively
contracted. {

P0 = P0

P:+1 = P: ∩ [γ](P:)
(6.2)

Then, ∃= ∈ N, ∀: ≥ =, [γ](P:) ⊆ P: . This index = is the minimal index to reach the
fixed point, and after this iteration P: is positively invariant. P= is an inner approximation
of a capture basin associated to the starting set P0.

Figure 6.6 shows the computation of an inner approximation of the largest positive
invariant set contained in an initial set P0. Because of the lattice structure, this largest
positive invariant set exists, and could eventually be ∅. Starting for the set P0 drawn in
black, the inner approximation of the positive invariant set for the cycle navigation is
shown in pink.

For the example shown in Figure 6.6a, the starting set P0 is the box [−4, 4] × [−4, 4],
while it is the box [−8, 8]×[−8, 8] for the example shown in Figure 6.6b. It is noticeable that
this pink set P= follows the vector field describing the system dynamics shown in Figure 6.5,
and that each point of P= enters the pink area by application of the system dynamics. In
this example, a paving of the inner approximation of the largest positive invariant set
contained inside the initial box P0 is iteratively computed, as defined in Chapter 4.
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(a) P0 = [−4, 4] × [−4, 4]
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(b) P0 = [−8, 8] × [−8, 8]
Figure 6.6 Inner approximation of the largest invariant set included in the initial set P0
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The computed set P= is the inner approximation of the largest positive invariant of
the starting set P0. Computing the outer approximation of the positive invariant set P is
computationally demanding, as the set of state out of P should be proved to never enter
this set.

Remark. It is not possible to stop the algorithm before the convergence of the set P: on the largest
invariant set contained in the initial set P0, because it could remain solutions which are not meeting
the condition P ⊆ [γ](P) while the fix point is not reached.

6.3.3 Capture basin characterization

The capture basin is a set from which the system cannot escape once it has reached it. This
capture basin B is defined by Equation (6.3) [5, 82, 9].

B = {G ∈ B0 | ∃C0 ∈ R+ , ∀C ≥ C0 , G(C) ∈ B} (6.3)

As P is positive invariant, then it is already a capture basin [9, 5]. Then this set P= will
be the starting set to compute the capture basin B for the dynamical system.

Using the lattice structure, if B is a capture basin for a dynamical system governed by
an evolution function f , then ∀: ∈ N, f−:(B) is also a capture basin. It comes from the fact
that ∀x ∈ S , f :(x) ∈ B.

It is then possible to expand a capture basin by using the inverse of the evolution
function [γ] iteratively on a first identified capture basin. By starting from the identified
positive invariant set P, it is then possible to compute an inner approximation of a capture
basin for the stable cycles by computing the sequence presented in Equation (6.4) [82].{

B0 = P=
B:+1 = B: ∪ [γ]−1(B:)

(6.4)

The more iterations are performed to determine the basin of attraction, the larger the
basin of attraction becomes. This is because, at each iteration, we add the set of points that
enter the basin of attraction by the application of the evolution function [γ].

Remark. Unlike the computation of the positively invariant set P, where the computation could
only be stopped when the condition P: ⊂ [γ](P:) was met, the characterization of the capture basin
can be stopped whenever desired. The more iterations are performed, the larger is the characterized
area, but stopping computations early does not alter the guarantee of the results.

Figure 6.7 shows an example of the computed capture basin after =1 = 5 and =2 = 20
iterations from the previously computed positive invariant set P shown in Figure 6.6b.
States added iteratively to the capture basin are shown in yellow, and the starting positive
invariant set is shown in pink. With these sets then defined, if the cyclic state enters the
yellow area, it will be moved through iterations by the dynamic of the system to the pink
area and will be captured forever.

There is obviously points outside the computed capture basin which could be added to
it by applyingmore iterations of the vector field. However, each iteration is time-consuming
and while the set B: inflates, new states could be added at the next iteration.

6.4 Conclusion

In conclusion, the stability of the cycle on a bathymetric map is proven by the computation
of a positive invariant set P and a capture basin B. The positive invariant set is an inter-
mediate step useful for the stability analysis, and the capture basin highlights the set of
initial conditions which will lead to the convergence of the cycle toward a stable cycle. The
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(a) 5 iterations of the vector field
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(b) 20 iterations of the vector field

Figure 6.7 Capture basin computation

characterization of the capture basin is helpful in field experiments, as it determines the
set of consistent initial conditions for the bathymetric map.

This chapter addressed two fundamental theoretical questions critical to the viability
of cycle-based navigation in GNSS-denied environments. Building upon experimental
observations that revealed convergent behavior for certain initial conditions and divergent
behavior for others, we sought to establish a rigorous mathematical foundation for un-
derstanding when and why the proposed navigation method achieves stable operation.
Specifically, the chapter aimed to: (1) formally prove the stability of the target cycles by
demonstrating the existence of positive invariant sets, and (2) characterize the capture
basin that defines the set of initial conditions leading to successful cycle stabilization
through successive applications of the system’s evolution function.

6.4.1 Stability analysis through positive invariant sets

The firstmajor contribution of this chapter lies in the formal stability proof of the navigation
cycles through the construction and analysis of positive invariant sets. By establishing
the mathematical framework for these invariant regions, we demonstrated that once a
robot trajectory enters the neighborhood of a stable cycle, it remains bounded within a
well-defined region around that cycle. This theoretical result provides crucial validation
for the experimental observations and establishes that the convergent behavior is not
merely empirical but stems from fundamental dynamical properties of the system.

The identification of positive invariant sets also reveals the underlying mechanism
that enables robust navigation with minimal exteroceptive sensing. The invariant nature
of these regions ensures that measurement uncertainties and system perturbations do
not lead to unbounded trajectory drift, thereby guaranteeing that the robot maintains its
navigational capability even when operating with sparse sensor feedback. This stability
property is essential for practical implementation in challenging environments.

6.4.2 Characterization of the capture basin

The second key contribution involves the characterization of the capture basin. This defines
the set of initial conditions that lead to successful cycle stabilization. This characterization
is computed using set methods and an initial positive invariant set, by adding iteratively
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the set of initial conditions that will reach the union of the initial positive invariant set and
the set of states that will enter this positive invariant set. This iterative process allows us to
systematically expand the capture basin, providing a clear delineation of the operational
limits of the cycle-based navigation system.

Capture basin characterization is particularly valuable for navigation strategies, as it
shows the set of initial conditions that will lead to a stable behavior. This is essential to
correctly initialize the system, but also to determine during a mission if the robot is fully
inside the capture basin of a stable cycle, and then to ensure that the robot will converge
toward the stable cycle.

6.4.3 General Conclusions and Future Directions

The theoretical analysis presented in this chapter establishes cycle-based navigation as
a mathematically sound approach for autonomous navigation in GNSS-denied environ-
ments. The combination of stability guarantees through positive invariant sets and the
precise characterization of operational limits through capture basin analysis provides
the foundation necessary for confident deployment of this navigation paradigm. These
results bridge the gap between empirical observations and theoretical understanding, trans-
forming cycle-based navigation from an experimental concept into a rigorously validated
methodology.

The stability properties and capture basin characterization developed in this chap-
ter naturally lead to the development of multi-cycle navigation strategies. With a clear
understanding of when individual cycles provide stable navigation and knowledge of
their associated operational envelopes, we can now address the challenge of seamlessly
transitioning between cycles to achieve long-range navigation objectives. The next chapter
will leverage these stability results to develop systematic approaches for cycle-to-cycle
transitions, creating a comprehensive navigation framework that combines the local sta-
bility of individual cycles with the global coverage achievable through strategic cycle
sequences. This progression from single-cycle stability analysis to multi-cycle naviga-
tion strategies represents a crucial step toward practical implementation of cycle-based
navigation systems in complex, real-world environments.
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7.1 Introduction

The exploration and navigation of partially known environments represent one of the
fundamental challenges in autonomous robotics, particularly in scenarios where Global
Navigation Satellite Systems (GNSS) are unavailable or unreliable. Traditional approaches
to simultaneous localization and mapping (SLAM) and autonomous exploration typi-
cally rely on continuous sensor measurements and allow robots to follow unconstrained
trajectories optimized for coverage efficiency, obstacle avoidance, or information gain
maximization [90, 11]. These methods, while effective in many scenarios, often require
substantial computational resources for real-time localization and mapping, and may
struggle in environments with limited or ambiguous sensory information.

In contrast to these conventional paradigms, this chapter introduces a fundamentally
different approach to robotic navigation which is the navigation with stable cycles. As
the concept of stable cycle is introduced in Chapter 5 and has been proven to be stable in
Chapter 6, it is now possible to use this concept for navigation.

The theoretical foundation established in the preceding chapters has demonstrated
both the existence and stability of such cyclical navigation patterns. Building upon these
theoretical guarantees, this chapter addresses the practical implementation of cycle nav-
igation for systematic environmental exploration. The methodology enables a robot to
initially stabilize its position within a first cycle through iterative measurement and tra-
jectory adjustment, subsequently transition to adjacent cycles through carefully planned
inter-cycle trajectories, and progressively explore larger regions through a network of
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interconnected stable cycles. This approach to environmental exploration differs markedly
from traditional frontier-based exploration [107] or information-theoretic planning meth-
ods [87]. While these conventional approaches optimize for rapid coverage or maximum
information gain, cycle navigation prioritizes localization certainty and systematic cover-
age through a structured network of stable reference trajectories. The resulting exploration
process may require longer traversal times compared to direct path planning methods,
as the robot must complete full cycles rather than taking direct routes to unexplored
regions. However, this apparent inefficiency is compensated by enhanced robustness to
sensor noise, reduced computational complexity for localization, and the ability to operate
reliably in environments where traditional SLAM methods might fail due to insufficient
or ambiguous sensory information.

The reachability relationship between cycles forms the cornerstone of the exploration
strategy, enabling the robot to systematically expand its operational domain while main-
taining stable localization references. This chapter presents the mathematical framework
for inter-cycle transitions, analyzes the coverage properties of cycle-based exploration, and
establishes conditions under which complete area exploration can be guaranteed through
the proposed methodology.

Furthermore, the cycle navigation approach offers unique advantages in scenarios
requiring periodic revisiting of specific locations, long-term autonomous operation with
minimal computational resources, or robust navigation in environments with sparse or
unreliable landmarks. The inherent redundancy in cyclical trajectories provides natural
fault tolerance, while the structured nature of the exploration process facilitates predictable
system behavior and simplified mission planning.

7.2 Leap from cycle to cycle

7.2.1 Leaping to navigate

As soon as the concept of stable cycles is formulated, and the capture basin of these cycles
is defined, the idea of using this cycle-based navigation paradigm for navigation in GNSS-
denied environments is obvious. Indeed, it seems possible to explore vast areas without
getting lost by stabilizing the robot’s trajectory on stable cycles along the way. This leads us
to define the notion of navigation by leaping from cycle to cycle to explore the environment.
This navigation method, of course, can be applied to underwater navigation.

7.2.2 Stabilization condition

The trajectory of the robot is considered stable when the robot is on the stable cycle � and
the measurements match their reference µ̄.

Definition 49. The trajectory of the robot has converged on the stable cycle once measurements of
the :Cℎ cycle iteration µ: are on their reference µ̄. In this case, the measurements satisfy

||µ̄ − µ:|| = 0. (7.1)

Remark. Once the convergence is reached for the measurements, the state of the cycle is not evolving
as the error (µ̄−µ:) = 0= . For practical purposes, a small value & ∈ R is chosen, and the condition
is met when ||µ̄ − µ:|| < &.

7.2.3 Dead-reckoning navigation

Definition 50. Dead reckoning is a navigation method which uses proprioceptive sensors to
estimate the state of the robot through time. This method uses mainly an accelerometer, a gyroscope,
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a magnetometer, and encoders, and performs numerical integration to estimate the trajectory of the
robot [71].

Due to numerical integration errors, dead reckoning is not a perfect method to estimate
the trajectory of the robot, and the precision will decrease over time and traveled distance.
However, by knowing precisely the initial state of the robot, this method allows navigating
for a duration depending on the accuracy of the sensors, bounding the uncertainty of the
system state estimate in a bounded set.

This enables the possibility to reach the capture basin of another cycle using dead-
reckoning, by knowing the direction and the distance to travel to reach the center of the
capture basin of the cycle from a previous stable cycle.

Let X̂ be the current estimated state of the robot, and B be the capture basin of the cycle
�. To be guaranteed that the robot has reached the capture basin of the cycle, the current
estimated state of the robot X̂ should belong to the capture basin of the cycle B, i.e. X̂ ⊆ B.
The difficulty is that X̂ is inflating over time, and that it exists some configurations where
the robot is not able to ensure that X̂ ⊆ B, as the uncertainty of the estimation is too large.

Remark. Due to obstacles the dead-reckoning navigation may not follow a straight line, and the
robot could have to follow a path that is well suited to its environment.

7.2.4 Reachability relationship

In the cycle navigation, we consider a directed graph � = (Γ, �)where vertices Γ represent
distinct navigation cycles and edges � encode direct transitions between cycles. A cycle in
this context refers to a closed trajectory that a robot can execute repeatedly, such as patrol
routes, inspection circuits, or maintenance loops.

Definition 51 (Cycle Reachability Relationship). Let� = (Γ, �) be a directed graph representing
the cycle navigation structure. The reachability relationship ℛ ⊆ Γ × Γ is defined as:

ℛ = {(�0 , �1) ∈ Γ2 | ∃a directed path�0to�1in G} (7.2)

More formally, (�0 , �1) ∈ ℛ if and only if there exists a sequence of vertices �0 =

E0 , E1 , . . . , E: = �1 such that (E8 , E8+1) ∈ � for all 8 ∈ 0, 1, . . . , : − 1.
This relationship captures the fundamental notion that a robot operating in cycle �0

can potentially transition to operate in cycle �1 through a sequence of valid transitions.
The non-symmetric nature of ℛ reflects the directional constraints inherent in robotic
navigation systems.

The reachability relationship can be abbreviated by �0ℛ�1, meaning that the cycle �1
is reachable from the cycle �0, or that (�0 , �1) ∈ ℛ.

Property 3. The reachability relationship ℛ satisfies:
(i) Reflexivity: ∀� ∈ Γ, �ℛ�
(ii) Transitivity: ∀�0 , �1 , �2 ∈ Γ3 , �0ℛ�1 ∧ �1ℛ�2 =⇒ �0ℛ�2
(iii) Non-symmetry: �0ℛ�1 ; �1ℛ�0 in general

Proof. (1) Reflexivity follows from the existence of the trivial path of length zero from
any vertex to itself. (2) Transitivity follows from path concatenation: if there exists a path
from �0 to �1 and a path from �1 to �2, then concatenating these paths yields a path
from �0 to �2. (3) Non-symmetry is demonstrated by considering any directed acyclic
subgraph within �. Depending on environment constraints, such as currents or obstacles,
it is possible to have a directed path from �0 to �1 without a corresponding path from �1
to �0. �
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An illustration of this concept is shown in Figure 7.1, where the capture basin of the
cycle �0 is small and not easily reachable from the cycle �1, as it is smaller than the capture
basin of the cycle �1.

Figure 7.1 Example of a non-symmetrical reachability relationship

Example 30. Figure 7.2 shows an example of a reachability relationship graph between cycles.
The reflexivity property of the reachability relationship is visible as for each cycle �8 , there is a
reachability relation A 9 from �8 to �8 . There is also reachability relationship between some cycles �8
and �9 which are defined by the relationships A: . The reachability relationship graph is a directed
graph, as the reachability relationship is not symmetrical.

�0

�1

�2�3

�4A0

A1

A2A3

A4

A5

A6

A7

A8

A9

A10

A11

Figure 7.2 Reachability relationship graph

Stable cycles can have properties of starting cycles and recovering cycles. These proper-
ties are fundamental to design navigation strategies to explore the environment, as starting
cycles are not reachable, so the cycle as to be initialized on this cycle if it is mandatory to
reach it, and recovering cycles are terminal cycles, so the robot should reach them only at
the end of the mission as it is not possible to leave them once reached. These latter cycles
are useful to stabilize the robot at the end of the mission, and to recover it from the surface
vehicle.

Definition 52. A starting cycle γ0 is a cycle without any cycle able to reach this cycle. Therefore,
starting cycles satisfy the condition
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�γ ∈ Γ, γℛγ0. (7.3)

Definition 53. A recovering cycle γ0 is a cycle unable to reach any other cycles. Therefore,
recovering cycles satisfy the condition

�γ ∈ Γ, γ0ℛγ . (7.4)

7.3 BlueBoat Application

A switch between two cycles on the Guerlédan Lake was performed using the BlueBoat.
An area with two possible cycles was found on the lake. This area presents an isobath
with two candidate corners to stabilize a square cycle. The robot is first placed in the
capture basin of the first cycle B0, and follows the timed automaton to converge to the
cycle �0. Then, once stabilized, the robot reaches the capture basin of the next cycle B1 in
dead-reckoning, by knowing the direction and the distance to travel to reach the center of
the capture basin B1 of the cycle �1. Once in this set, the robot follows the second timed
automaton designed to converge to the cycle �1.

Figure 7.3 shows the GNSS trace of the robot during the experiment. This experiment
demonstrates the feasibility of switching between stable cycles is proven, and this is a first
step toward the navigation in GNSS denied environment using stable cycles. By extending
this concept to more cycles, it could be possible to extensively explore an area without
localization. Moreover, this concept is perfectly suitable for underwater navigation.

Figure 7.3 BlueBoat switch between cycles
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7.4 Cycles and worlds exploration

7.4.1 Graph of relationship

By analyzing the reachability relationship between cycles, it is noticeable that navigation
between some cycles is possible, and others are not. This is understandable when the
concepts of starting and recovering cycles are introduced.

Figure 7.4 shows an example of strongly connected components of the reachability
relationship graph. In this example, the cycles �1, �2, and �3 are strongly connected, as it
is possible to reach each other in a loop. Once the robot is in one of these cycles, it is not
possible to return to cycle �0. If the robot reaches the cycle �4, it is not possible to return
to cycles �1, �2, and �3.
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�4A0
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A2A3
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A9
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A11

Figure 7.4 Strongly connected subset of the reachability relationship graph

Remark. There are strategies to guide the robot to explore its environment, as transiting between
two cycles will let the robot navigate and perform measurements in different areas. For instance, to
reach the cycle �3 from the cycle �2, the robot should use the relationship A7, but to reach the cycle
�2 from the cycle �3, the robot can use the relationship A8, or use A9 to reach the cycle �1 and then
A6 to reach the cycle �2. This let the robot explore different areas of the environment through cycle
transitions.

7.4.2 Concept of worlds

Some cycles are then not reachable from other cycles. Moreover, once the robot is operating
in an area in which it is able to converge to stable cycles, the robot will not be able to safely
reach some other cycles again. A tool to analyze this ability to reach certain cycles is the
concept of worlds.

The reachability relationship ℛ naturally induces an equivalence relation that captures
the notion of mutually reachable cycles.

Definition 54. Two cycles are mutually reachable if they can reach each other through the
reachability relationship ℛ. Formally, we define the relation ℛ on the set of cycles Γ as follows:

�0 ∼ �1 ⇔ �0ℛ�1 ∧ �1ℛ�0 (7.5)

Theorem 7. The relation ∼ is an equivalence relation on Γ.

Proof. We must verify the three properties of equivalence relations:
Reflexivity: For any �0 ∈ Γ, we have �0ℛ�0 by Property 3, therefore �0ℛ�0 ∧ �0ℛ�0,

which implies �0 ∼ �0.
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Symmetry: If �0 ∼ �1, then by definition �0ℛ�1 ∧ �1ℛ�0. This is equivalent to �1 ∼
�0 ∧ �0 ∼ �1, which implies �1 ∼ �0.

Transitivity: Suppose �0 ∼ �1 and �1 ∼ �2. Then:

�0ℛ�1 ∧ �1ℛ�0 (from �0 ∼ �1) �1ℛ�2 ∧ �2ℛ�1 (from �1 ∼ �2) (7.6)

By transitivity of ℛ: �0ℛ�1 ∧ �1ℛ�2 =⇒ �0ℛ�2

Similarly: �2ℛ�1 ∧ �1ℛ�0 =⇒ �2ℛ�0 Therefore �0ℛ�2 ∧ �2ℛ�0, which means
�0 ∼ �2. �

We want now to use this equivalence relation to link cycles by group of cycles that
are mutually reachable. The equivalence classes of this relation will be used to define the
concept of Worlds.

Definition 55. Let [�] = {�0 ∈ Γ | �0 ∼ �} denote the equivalence class of � under ∼. The
quotient graph �/∼ is defined by:

Γ/∼ = {[�] : � ∈ Γ} (the set of equivalence classes) (7.7)
�/∼ = {([�0], [�]) : �0 / � ∧ �0ℛ�} (7.8)

Definition 56. A strongly connected component of � is a maximal set of vertices ( ⊆ Γ such
that for every pair �0 , �1 ∈ (, there exists a directed path from �0 to �1 and a directed path from �1
to �0.

Theorem 8. The strongly connected components of � correspond exactly to the equivalence classes
under ∼.

Proof. Let ( be a strongly connected component and let [�] be an equivalence class.
(⇒) If ( is a strongly connected component, then for any �0 , �1 ∈ (, there exist directed

paths from �0 to �1 and from �1 to �0. This means �0ℛ�1 and �1ℛ�0, so �0 ∼ �1. By
maximality of (, we have ( = [�] for any � ∈ (.

(⇐) If [�] is an equivalence class, then for any �0 , �1 ∈ [�], we have �0 ∼ �1, which
means �0ℛ�1 and �1ℛ�0. This implies the existence of directed paths in both directions.
By maximality of equivalence classes, [�] forms a strongly connected component. �

Tarjan’s algorithm efficiently computes strongly connected components using a single
depth-first search traversal with auxiliary data structures to track low-link values [88].

The algorithm maintains the following data structures:

• visited[�]: Boolean array indicating if vertex � has been visited
• disc[�]: Discovery time of vertex �
• low[�]: Low-link value of vertex �
• onStack[�]: Boolean array indicating if vertex � is on the stack
• stack: Stack containing vertices of the current SCC being processed
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Algorithm 7 Tarjan’s SCC Algorithm for Cycle Navigation
1: function TarjanSCC(� = (Γ, �))
2: Initialize all arrays and stack
3: time← 0
4: SCCs← ∅
5: for each vertex � ∈ Γ do
6: if ¬visited[�] then
7: TarjanDFS(�)
8: end if
9: end for

10: return SCCs
11: end function
12: function TarjanDFS(�)
13: visited[�] ← true
14: disc[�] ← low[�] ← time + +
15: stack.push(�)
16: onStack[�] ← true
17: for each edge (�0 , �1) ∈ � do
18: if ¬visited[�1] then
19: TarjanDFS(�1)
20: low[�0] ← min(low[�0], low[�1])
21: else if onStack[�1] then
22: low[�0] ← min(low[�0], disc[�1])
23: end if
24: end for
25: if low[�0] = disc[�0] then
26: (�� ← ∅
27: repeat
28: �1 ← stack.pop()
29: onStack[�1] ← false
30: (��.add(�1)
31: until �1 = �0
32: SCCs.add((��)
33: end if
34: end function

Theorem 9. Tarjan’s algorithm runs in $(|Γ| + |�|) time and uses $(|Γ|) space.

Proof. • Each vertex is visited exactly once during the DFS traversal: $(|Γ|)
• Each edge is examined exactly once: $(|�|)
• Stack operations are performed at most once per vertex: $(|Γ|)
• Space complexity is dominated by the recursion stack and auxiliary arrays: $(|Γ|)

The linear time complexity makes this approach highly suitable for large-scale robotics
applications where cycle networks may contain thousands of nodes. �

This concept of strongly connected components of a graph can be applied to the
reachability graph of cycles, where each cycle is a vertex and the reachability relationship
is a directed edge. The strongly connected components then represent sets of cycles that
can reach each other, forming a coherent navigation area.

Definition 57. A World is a subset of strongly connected components of the reachability graph of
cycles.
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By decomposing the reachability graph of cycles into Worlds, it is possible to character-
ize if transiting between two cycles will be irreversible or not, as it exists no reachability
relationship to come back in a part of the graph of cycles. Figure 7.5 shows an example
of a world concept with strongly connected components. Each cycle is represented by a
blue circle, and reachability relationships with black arrows. The world concept is then
represented by a yellow circle, which is a subset of strongly connected components of
the reachability graph of cycles. There are many Worlds in this example with one-way
relationships that cannot be revisited. Then, strategies must be adopted when trying to
explore different worlds to avoid being stuck in one of them.

World 0 World 1 World 2

World 3 World 4

Figure 7.5 World concept with strongly connected subsets

Definition 58. A starting world W B in the set of worldsW , is a world such that no other world
can reach it, in the sense of the reachability relationship ℛ. Therefore, starting worlds satisfy the
condition

�W ∈ W ,W BℛW 0. (7.9)

Definition 59. A recovering world W A in the set of worldsW , is a world such that it cannot
reach any other world, in the sense of the reachability relationship ℛ. Therefore, recovering worlds
satisfy the condition

�W ∈ W ,W 0ℛW A . (7.10)

7.5 When dead reckoning is not sufficient

When distance between cycles is large, and environments are complex, the dead-reckoning
navigation between stable cycles may not be sufficient to ensure a robust navigation.
Instead of full dead-reckoning, other cyclic strategies could be set up, such as isobath
bouncing.

Suppose an isobath connecting two areas of interest that the robot should explore.
The isobath is considered approximately straight with smooth variations in the two-
dimensional plane. To guide it along the isobath, the robot follows a simple automaton
shown in Figure 7.6.
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B1start B2 B3
< < 34?Cℎ

〈B8341 , {2 < 10}, {2}〉

< < 34?Cℎ

Figure 7.6 Isobath bounce automaton

Figure 7.7 shows the trajectory of a robot following the timed automaton designed for
isobath following shown in Figure 7.6. The robot is initially placed at an unknown position
and angle 
0 relative to the isobath, but it is assumed that the trajectory of the robot will
cross the isobath at some time. The robot performs continuous measurements of the depth
below itself <. At the time the robot reaches the isobath, the condition < < 34?Cℎ is
satisfied, and the robot is assumed to be initialized. The robot executes a right-angle turn.
The timed automaton enters the state B2, and the robot navigates for a duration �. Then the
state machine switches to the state B3 and the robot executes a right-angle turn in the other
way to reach back the isobath. The navigation duration of this last segment is denoted by
H: and is measured by the robot.

In the case the robot has an initial angle 
0 = �
4 , the navigation duration of the two

segments at each iteration will be the same, in other words H: = �. Figure 7.7a shows the
trajectory of the robot in the case the initial angle is 
0 = �

4 . If the initial angle is different
from �

4 , then the navigation duration of the two segments will be different. Figure 7.9
shows the trajectory of the robot in the case the initial angle is 
0 = �

3 .

isobath

� H0 � H1


0 
1

(a) Initial angle 
0 = �
4

isobath

� H0 � H1 �

0 
1 
2

(b) Initial angle 
0 = �
3

Figure 7.7 Long-range navigation using isobath bounce

Through iterations and using measurements H: the robot is able to correct the initial
angle for the next iteration. Then from an unknown initial angle it is able to converge to

: =

�
4 .

It is possible to give the expression of the angle 
: depending on the durations �, H: ,
and the geometric parameters of the system:

C0=(
:) =
H:

�
. (7.11)
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Figure 7.8 shows the plot of the ratio H:
� as a function of 
: . It is noticeable that this

function crosses the line H = G at 
: = �
4 , which correspond to the initial angle where

H: = �.

0 �
8

�
4

3�
8

�
2

0

0.5

1

1.5


:

H
: �


:+1
G

Figure 7.8 Evolution of H:
� as a function of 
:

A controller is designed to ensure that H: tends to �, and so that 
: tends to �
4 , to guide

the robot along the isobath, even if the isobath is not exactly straight. Instead of turning
by an angle of �

2 , the robot will turn by an angle �
4 + C0=−1 ( H:

�

)
to correct the angle 
: at

each iteration. This dead-beat controller ensures that the angle 
: will evolve following


:+1 = 
: +
(�

4 − C0=
−1

( H:
�

))
. (7.12)

isobath

� H0

0

� H1 �

1 
2

Figure 7.9 Dead-beat controller for isobath bounce

This method is designed for a straight isobath.Actually, isobaths rarely remain straight
but vary smoothly. In this case, the controller is robust enough to ensure that the robot
trajectory will follow the isobath, even with small variations.

When designing this kind of navigation, a trade-off has to be made between the robust-
ness of the method and travel efficiency. In fact, to enhance forward motion, the angles
between the isobath and the robot’s trajectory need to be small, so that at each iteration
the robot advances a consistent distance along the isobath. If the isobath has varied too
abruptly, the robot may lose the isobath and not be able to follow it anymore.

On the other hand, to make this method robust, the angle between the robot’s trajectory
and the isobath needs to be large, so that the robot moves farther away from the isobath at
each iteration. This allows the isobath to change abruptly and the navigation to be robust,
but as a trade-off, the progress at each iteration is small.

Theorem 10. If the selected isobath is ;-Lipschitz, and the robot follows the long-range isobath
bounce method described above, then the trajectory should meet the condition:
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; < C0=(
:). (7.13)

Proof. If the robot follows the isobath bounce method, and to ensure that the isobath
always remains on the same side of the trajectory to avoid its loss, the ratio of the standoff
distance between the isobath and the robot to the distance the robot travels along the
isobath must be greater than the variation of the isobath along this distance.

The standoff distance between the isobath and the robot is H = �B8=(
:), and the
traveled distance along the isobath is G = �2>B(
:). Then, by ensuring that the ;-lipschitz
coefficient meets ; < C0=(
:), the robot will never lose the isobath. �

This experiment has been conducted on the Guerlédan Lake using the same Uncrewed
Surface Vehicle as in the dead-reckoning navigation. The robot is placed at an unknown
position and angle relative to the 30 < isobath of the lake. The robot then follows the
timed automaton designed to navigate using isobath bounce.

Figure 7.10 shows the trajectory of the robot following the isobath bounce method.
Two trials were performed with different initial conditions. The robot is able to converge
to the 30 < isobath of the lake in a first part of the experiment, then it follows it along a
large distance without losing it.

Figure 7.10 Isobath bounce navigation trial on the BlueBoat

Figure 7.11 shows the beginning of the experiment. Independently of the initial position
and angle of the robot, the robot is able to converge to the isobath in the two experiments.
It is noticeable that the reached position is not the same for the two experiments, but it is
not an issue for the rest of the experiment.

Figure 7.12 shows that in the two experiments, the robot is able to follow the isobath
along a large distance, even if the isobath is not straight. The two trajectories are similar,
but are not exactly the same.

100
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Figure 7.11 Start of the experiment

Figure 7.12 A robust navigation along the isobath

Figure 7.13 shows the end of the experiment. First, it is noticeable that the two tra-
jectories lose the isobath due to a sharp variation of the isobath. The robot is then not
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able to bounce on the isobath anymore, and the navigation method can no longer be used.
However, the two trials are end at approximately the same position on the lake, despite
the different initial conditions. This method is then robust enough to reach the capture
basin of another cycle which could be in the neighborhood of the end of the experiment.

Figure 7.13 The end of the experiment

A condition to detect the end of the experiment could be used to stop this navigation
and switch to a cycle stabilization. This condition could be: if the duration in the state B3
exceeds a certain threshold then the robot is considered to have lost the isobath, and the
navigation is stopped.

This method is robust enough to ensure that the robot will be able to follow the isobath,
even if it is not straight. It will add a new navigation strategy to the cycle navigation frame-
work, allowing the robot to explore large distances between stable cycles without relying
on dead reckoning. This isobath bounce method allows new reachability relationships ℛ
between cycles, and then enriches the cycle navigation framework with new possibilities
to explore the environment.

7.6 Conclusion

This chapter has presented a comprehensive navigation framework based on cycle naviga-
tion theory, specifically designed for autonomous operation in GNSS-denied environments
such as underwater robotics applications. The developed approach addresses the funda-
mental challenge of maintaining accurate positioning and navigation capabilities when
traditional satellite-based systems are unavailable.

The navigation strategy introduced leverages the inherent stability properties of cycle
navigation through a two-tier approach. First, stable cycles serve as natural waypoints that
provide trajectory stabilization at predefined positions, creating reliable reference points in
the robot’s operational environment. Themathematical foundation established in previous
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chapters demonstrates that these stable cycles act as attractors, ensuring convergence of
the robot’s trajectory toward desired locations with guaranteed stability margins.

The dead reckoning navigation component enables exploration between stable cy-
cles, allowing the robot to traverse unknown or partially mapped environments while
maintaining reasonable position estimates. This approach balances the trade-off between
exploration capability and navigational accuracy, providing sufficient precision for most
inter-cycle transitionswhile acknowledging the inherent drift limitations of dead reckoning
systems.

Recognizing that dead reckoning alone may be insufficient in certain scenarios, the
isobath bounce strategy provides a robust fallback mechanism. This method ensures
guaranteed convergence to the capture basin of target cycles, even when accumulated
navigation errors would otherwise not guarantee a successful transition. The proposed
isobath bounce technique exploits environmental features to navigate between stable cycles
along isobaths. It shares the same philosophy of cycle navigation by providing a way to
navigate without localization along isobaths, which become a curvilinear abscissa along
which the robot is moving.

The validation approach employed demonstrates the practical viability of the pro-
posed methods. Simulation results confirm the theoretical predictions regarding stability
and convergence properties, while real-world experiments using the BlueBoat provide
compelling evidence of the effectiveness of this navigation method. The experimental
setup records GNSS signals as ground truth data, allowing for objective evaluation of the
navigation performance without relying on GNSS for control.

The experimental results validate both navigation strategies under realistic conditions,
demonstrating that the cycle-based approach can maintain adequate positioning accuracy
for extended autonomous operations. The successful implementation on a surface vehicle
platform provides confidence for future deployment in fully GNSS-denied environments,
such as underwater applications where the ultimate utility of this navigation framework
will be realized.

The navigation strategies presented in this chapter represent a significant step toward
truly autonomous operation in challenging environments. By combining the theoretical
rigor of cycle navigation with practical implementation considerations, the proposed
framework offers a viable solution for robots operating beyond the reach of conventional
positioning systems. The dual strategy approach, incorporating both dead reckoning and
isobath bounce methods, provides the redundancy and robustness necessary for reliable
autonomous navigation in complex, unknown environments.

Future work will focus on extending these navigation strategies to three-dimensional
environments and investigating adaptive methods for cycle selection and transition plan-
ning based on real-time environmental conditions and mission objectives.
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8.1 Introduction

In previous chapters, we have explored various aspects of robotic navigation where the
cyclic state of the system was neither directly measured nor explicitly estimated. This was
not the focus of the previous chapters. This chapter addresses the problem of estimating
the cyclic state of a robotic system, specifically in the context of underwater. The goal is
now to estimate the cyclic state of the system to answer these three questions:

• Where is the robot at a given time?
• What is the area that the robot can observe at a given time?
• What is the position of a sensed object along the cycle?

This chapter addresses this gap by developing tools for estimating the state of the
robot using set methods. We consider a robot operating within a known environment,
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where obstacles are present at known positions. For underwater robotic applications, this
environment could be a swimming pool or a structured harbor area where the geometry
and obstacle locations are well-characterized. The known nature of the environment
provides crucial geometric constraints that can be exploited for state estimation purposes.

The foundation of our approach lies in the use of contractors on geometric constraints.
These constraints naturally emerge from the robot’s interaction with its environment.
We introduce for instance the visibility constraint, which is the set of areas visible from
an observation point relative to obstacles in the environment. The visibility constraint
establishes a geometric relationship between the robot’s pose and the observable portions
of the environment [30], providing valuable information for state estimation. Another
classical geometric constraint is the no cross constraint [24]. If the robot has a sensor which
measures a distance to an obstacle, then the robot have a minimal distance to all obstacles
of the environment, as the segment between the robot and the obstacle cannot cross the
obstacle.

These geometric constraints, while providing valuable information, introduce a signifi-
cant computational challenge: the formation of fake boundaries at the union of adjacent
constraint sets [10]. This phenomenon occurs when multiple geometric constraints are
combined, often resulting in artificial discontinuities that do not reflect the true underlying
geometry of the problem. These fake boundaries can severely impact the accuracy and
reliability of set-based state estimation algorithms. Two methods will be introduced in
this chapter to address this issue: the introduction of a boundary preserving form, and
a boundary approach to characterize the solution set. The goal of these methods is to
preserve the boundaries of the solution set, ensuring that the resulting set accurately
reflects the true geometry of the problem. These two methods are based on the topological
analysis of set operators, which will be presented in this chapter.

Another particularly important constraint in underwater robotics is the remoteness
constraint [46], which becomes fundamental when dealing with sonar-based range mea-
surements. Sonar sensors, commonly employed in underwater environments, typically
have a small directivity, meaning they provide range information within an angular cone
of measurement. This directivity constraint creates a remoteness relationship between
the robot and detected obstacles, where the sensor can measure its distance to the nearest
obstacle that lies within the sensor’s directivity cone. We implement a separator specifically
designed for the remoteness constraint, which efficiently estimate the compatible states
for the robot with the measured range and the known map of the environment.

The developed separator is applied to the problem of state estimation for cycle naviga-
tion in a pool environment. In this application, the robot follows a repetitive trajectory
pattern while gathering only two measurements along the cycle. Then, the robot is able to
estimate its state in the pool using the remoteness constraint from its echosounder mea-
surements. Once the state of the cycle is estimated, it is possible to answer the questions
mentioned above: the robot’s position at a given time can be known by transporting the
cyclic state using the flow function of the cycle, set methods have tools to characterize the
explored area by the robot, as thicksets [21], and the position of a sensed object along the
cycle can be estiamted.

The pool environment serves as an ideal testbed for validating our approach, as it
provides well-defined boundaries, known obstacle positions, and controlled conditions
that allow for systematic evaluation of the state estimation performance. The cyclic nature
of the navigation pattern also enables assessment of the algorithm’s ability to maintain
consistent state estimates over repeated trajectory segments. This chapter presents the
theoretical foundations, algorithmic implementations, and experimental validation of
our set-based state estimation approach, demonstrating its effectiveness for autonomous
underwater vehicle navigation in structured environments.

106



8.2 Union of adjacent contractors

8.2 Union of adjacent contractors

First, we introduce the problem of union of adjacent contractors, which is the main issue
addressed in this chapter. This problem arises when two sets are adjacent, and their union
is computed. The union of these two sets may lead to the appearance of a fake boundary,
which is not supposed to belong to the union of these two sets.

For example, the visibility constraint is defined as the set of points that are visible
from a given point in the environment [30]. The visibility constraint is defined by the
intersection of the half-spaces defined by the obstacles in the environment. For obstacles
defined by union of segments, union of adjacent sets may lead to the appearance of a fake
boundary. This issue is illustrated in Figure 8.1. In this figure, set of points not visible from
the observation point is shown in pink, set of points visible from the observation point is
shown in blue, and the boundary is shown by yellow boxes. Fake boundaries are line of
yellow boxes appearing inside the set of not visible points, which are clearly not visible
from the observation point shown in red. The goal of this section is to address this issue
by introducing methods to avoid the appearance of fake boundaries when computing the
union of adjacent sets.

0 2 4 6 8 10
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x 2

Figure 8.1 Separator on the visibility constraint

8.2.1 Illustrative example

Consider three sets A, B and C defined by Equation (8.1).

A : {(G1 , G2) ∈ R2 | G1 + 3 · G2 ∈ [−∞, 0]}
B : {(G1 , G2) ∈ R2 | (G1 + 0.5)2 + G2

2 ∈ [−∞, 4]}
C : {(G1 , G2) ∈ R2 | (G1 − 0.5)2 + G2 ∈ [−∞, 4]}

(8.1)

These sets are shown in Figure 8.2. The interior of the set is shown in pink, and the
exterior is shown in blue.

Define a set Z, computed using A, B and C, as shown in Equation (8.2).

Z = (A ∩ B) ∪ (A ∩ C) (8.2)

Set Z, shown in Figure 8.3c, is built as the union of sets A ∩ B and A ∩ C represented
in Figure 8.3a, and Figure 8.3b.

Note that the two setsA∩B andA∩C share a common and non-overlapping boundary.
While paving set Z using the SIVIA algorithm [40], this common boundary appears as
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Figure 8.2 Sets A, B and C
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(c) (A ∩ B) ∪ (A ∩ C)
Figure 8.3 Construction of set Z from A, B and C

shown in Figure 8.4a. This boundary, which is circled in red in Figure 8.4b is called a fake
boundary [100] and these yellow boxes should be represented as pink boxes as they belong
to Z. Furthermore, the paving algorithm should be able to classify a box overlapping this
fake boundary as fully inside Z without bisecting it.
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(a) Paving of set Z (b) Highlighting the fake boundary

Figure 8.4 Paving of set Z with the fake boundary
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8.2.2 Paving point of view

As shown in Figure 8.5, the paving algorithm is unable to classify an inner box [b] over-
lapping the fake boundary as fully inside Z. Using contractors defined for Z, inner parts
[b] \ [b1] = [b] \ CA∩B([b]), and [b] \ [b2] = [b] \ CA∩C([b]) are well classified. The remain-
ing part [b3] = [b] \ [b1] \ [b2] is classified as unknown and is bisected until the paving
algorithm reaches the desired precision.

Figure 8.5 Paving of the fake boundary

To avoid this issue, the paving algorithmhas to take into account the fact thatA∪A = R= .
With this piece of information, the box [b] can be classified as fully inside Z in one step.

8.2.3 Karnaugh map point of view

Karnaugh maps [43] for (A ∩ B) ∪ (A ∩ C) and Z shown in Figure 8.6a and Figure 8.6b,
respectively. The interior is shown in pink, the exterior is shown in blue, and the boundary
is shown in yellow. Although the interior and the exterior of these two sets are equal,
the boundaries differ. By denoting by �A the boundary of a set A, the fake boundary
appearing on the paving in Figure 8.4a is %A∩B∩C and is exactly the difference between
the boundaries of (A ∩ B) ∪ (A ∩ C) and Z.
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(a) Karnaugh map of (A ∩ B) ∪ (A ∩ �)
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(b) Karnaugh map of Z

Figure 8.6 Comparing Karnaugh maps of (A ∩ B) ∪ (A ∩ C) and Z

8.2.4 Raised issues

Fake boundaries raise two issues. First they add pessimism to the results by classifying
boxes around the common boundary as uncertain, whereas these boxes should belong to
the union of the two sets. Secondly, fake boundaries slow down the paving algorithm by
causing unnecessary box bisections around them.
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8.3 Stability of Set Operators

8.3.1 Topological analysis of set operators

To better understand the issue around the union of adjacent sets, we need to define some
tools to analyze the origin of these fake boundaries. Actually, although it turns out that fake
boundaries may occur regardless of whether a set operator is Hausdorff-stable, solutions
to avoid these fake boundaries are not the same in the two cases.

8.3.2 Hausdorff distance

Let (S, 3) be a metric space. Define the &-fattening [65] of a set X of S by Equation (8.3).

X& =

⋃
G∈X
{I ∈ S | 3(I, G) ≤ &} (8.3)

The &-fattening of a set X is the set of all points in S that are at most & away from a
point in X relative to the distance 3 of the metric space, as shown in Figure 8.7.

X
X&

&

Figure 8.7 &-fattening of a set

The Hausdorff distance [65] between two subsets X and Y of S is defined by Equa-
tion (8.4):

3�(X,Y) = 8= 5 {& ∈ R+ | X ⊆ Y& 0=3 Y ⊆ X&} (8.4)

We also introduce the complementary Hausdorff distance defined in Equation (8.5):

3�(X,Y) = 3�(X,Y) (8.5)

Example 31. Figure 8.8 illustrates cases where Hausdorff distance and complementary Hausdorff
distance are significant. Figure 8.8a shows an example of two sets A and B with 3�(A,B) large
because of the small part of A far from the main part, but 3�(A,B) is tiny, whereas Figure 8.8b
shows an example where 3�(A,B) is tiny and 3�(A,B) is large because of the hole in A.

B

A

A
3�

(a) Large 3�(A,B)

B

A

3�

(b) Large 3�(A,B)
Figure 8.8 Illustration of large Hausdorff and complementary Hausdorff distances
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To take into account the general topology of sets, and to be able to compare it, the
generalized Hausdorff distance is introduced and defined in Equation (8.6). It is the
maximum between the Hausdorff distance and the complementary Hausdorff distance.

�3(X,Y) = <0G{3�(X,Y), 3�(X,Y)} (8.6)

8.3.3 Hausdorff stability

Consider two subsets X and Y of S. Then a binary operator � acting on set X and Y is
stable if it meets condition of Equation (8.7).

∀� ∈ R+ , ∃& ∈ R∗+ ,
{
�3(X, X̃) ≤ &

�3(Y, Ỹ) ≤ &
=⇒ �3(X �Y, X̃ � Ỹ) ≤ � (8.7)

Example 32. Consider two subsets A and B shown in Figure 8.9a and two other sets Ã and B̃
shown in Figure 8.9b.

For the union operator, 3�(A ∪ B, Ã∪ B̃) is small, but 3�(A ∪ B, Ã∪ B̃) is large as the union
of Ã and B̃ generates holes at the common boundary of A and B. Then �3(A ∪ B, Ã ∪ B̃) is large,
and the union operator is not Hausdorff-stable for these sets, as it does not meet the condition
of Equation (8.7).

Example 33. Consider two sets A and B shown in Figure 8.9a and two other sets Ã and B̃ shown
in Figure 8.9b.

For the intersection operator, 3�(A ∩ B, Ã ∩ B̃) is small, but 3�(A ∩ B, Ã ∩ B̃) is large as
the intersection of Ã and B̃ generates residual sets at the common boundary of A and B. Then
�3(A ∩ B, Ã ∩ B̃) is large, and the intersection operator is not Hausdorff-stable for these sets, as it
does not meet the condition of Equation (8.7).

Example 34. Consider the illustrative example presented in Section 8.2. The union operator
between A ∩ B and A ∩ C is Hausdorff stable as the generalized Hausdorff distance is small. This
come from the fact that the same set A is involved in the computation of �3(A ∩ B, Ã ∩ B̃) and
�3(A ∩ C, Ã ∩ C̃).

A

B

(a) Sets A and B

Ã

B̃

(b) Sets Ã and B̃

Figure 8.9 A and B are not Hausdorff-stable for union and intersection operators

ThisHausdorff stability condition characterizes the fact that a small perturbation on sets
will change the topology of the result by opening boundaries or creating additional ones.
It allows identifying topologically different problems. Adapted solutions for Hausdorff-
stable and non Hausdorff-stable problems will be proposed in the following sections.
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8.4 Stable Case Solution: Boundary-Preserving Form

In the Hausdorff-stable case, it is possible to change the expression of the computed set Z
by adding a set overlapping the fake boundary. This set helps classify boxes around the
fake boundary in the paving algorithm. It must be chosen such that the interior and the
exterior of Z are preserved, but also its boundary. In this example, the set D = B ∩ C is
added to the expression of Z which becomes Z′ Equation (8.8).

Z′ = (A ∩ B) ∪ (A ∩ C) ∪ (B ∩ C) (8.8)

The Karnaugh map of the set D is shown in Figure 8.10a, and the paving of D is shown
in Figure 8.10b. This set ensures that the Karnaugh map of Z′ is the same as the Karnaugh
map of Z shown in Figure 8.6b. The resulting paving of Z′ is shown in Figure 8.10c. There
is no more fake boundaries.
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(c) Paving of Set Z′

Figure 8.10 Boundary preserving form

Using the boundary preserving form leads to a correct paving without any fake bound-
aries. Therefore, to use this solution, the set boundaries have to be analyzed to find the
fake boundaries and add a set overlapping these fake boundaries in the expression of the
set to pave. This approach is working but is problem-specific and needs to be adapted on
a case-by-case basis. This method works well in the Hausdorff-stable case, as there is the
possibility to add a set that overlap the fake boundary. For non Hausdorff-stable operators,
the boundary preserving form is not possible as the Karnaugh map is not highlighting
any sets that can be added to the expression of the paved set to avoid fake boundaries, and
another approach is needed.

8.5 Non-Stable Case: Boundary Approach

8.5.1 Topology of the boundary

Let ) = (S, �) be a topological space. ∀X ∈ S, denote by X the complementary of X in S,
by 2;S(X) the closure of X in S, by 8=CS(X) the interior of X in S, and by %X the boundary
of X in S.

Theorem 11. Let ) = (S, �) be a topological space. Then

∀(A,B) ∈ S2 %(A ∪ B) ⊆ %A ∪ %B

Proof. By definition of the boundary

∀A ∈ S, %A = 2;S(A) ∩ 2;S(A)
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By property, intersection is a subset of each set

∀(A,B) ∈ S2 ,

{
A ∩ B ⊆ A
A ∩ B ⊆ B

Then

%(A ∪ B) = 2;S(A ∪ B) ∩ 2;S(A ∪ B)
= 2;S(A ∩ B) ∩ 2;S(A ∪ B)
= 2;S(A ∩ B) ∩ (2;S(A) ∪ 2;S(B))
= (2;S(A ∩ B) ∩ 2;S(A)) ∪ 2;S(A ∩ B) ∩ 2;((B)
⊆ (2;S(A) ∩ 2;S(A)) ∪ (2;S(B) ∩ 2;S(B))
= %A ∪ %B

�

Theorem 11 demonstrates that the boundary is not preserved over union of sets as
%(A ∪ B) ⊆ %A ∪ %B. This is why the paving of the union of contractors leads to fake
boundaries.

Theorem 12 present the general formula for the union of the boundary of two sets.

Theorem 12. Let ((, �) be a topological space. Then

∀(A,B) ∈ S2 %A ∪ %B = %(A ∪ B) ∪ %(A ∩ B) ∪ (%A ∩ %B)

Proof. Theorem 12 is proven in [51]. �

From Theorem 12, it is noticeable that the union of boundaries is not the boundary of
union. This is the reason why Z and (A ∩ B) ∪ (A ∩ C) do not have the same boundaries
when paving these sets. An illustration of Theorem 12 is shown in Figure 8.11.

(a) Set A and B (b) Decomposition of %A ∪ %B

Figure 8.11 Illustration of Theorem 12

Remark. When A ∩ B = ∅ and %A ∩ %B = ∅ in Theorem 12, the union of boundaries is the
boundary of union. This is the case where the sets are non-overlapping with no common boundary.
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8.5.2 Boundary approach

A boundary approach can be used to get rid of this fake boundary. This will help to solve
this purely computational problem, as the mathematical expression of the set Z do not
have any fake boundaries. This approach consists in computing the boundary of the set
Z. This boundary will separate an inner and an outer subpaving. The classification of
the resulting subpavings as inside or outside is done using a predicate. The boundary
approach method was first introduced in [37] to speed up the solving of set inversion
problems.

First, %Z has to be expressed from setA,B, andCwithout the fake boundary. Figure 8.12
and Figure 8.13 respectively showKarnaughmaps and paving of intermediate sets involved
in the building of %Z. Then, %Z is computed as the union of these boundaries, and it
matches the Karnaugh map of Z shown in Figure 8.6b.
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Figure 8.12 Karnaugh map of the boundaries
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(d) A ∩ %C

Figure 8.13 Building the boundary of Z

Then using a predicate, the connected subsets separated by %Z are classified as inside
or outside. This predicate is based on the expression of Z of Equation (8.2), and is tested
on box corners until an in and an out points are found. Then, boxes containing each point
are classified as in and out boxes, and this information is propagated to boxes belonging
to the same connected subsets of the paving. Finally, each box is classified as in, out, or
uncertain.

Figure 8.14a shows %Z built from boundaries shown in Figure 8.13 using the proposed
method. The resulting paving of / is shown in Figure 8.14b, which is classified using the
subpaving coloration method.

This boundary approach is efficient to get rid of fake boundaries. Set Z is computed
from the union of two separators, SA∩B, and SA∩C, and this union is reinforced by a
contractor on the boundary C%Z.

Remark. This method is also working for the Hausdorff-stable case, but it is more efficient to use
the boundary preserving form presented in Section 8.4, as the contractor on the boundary is not
easy to define, and the subpaving coloration method is not needed.
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Figure 8.14 Boundary approach

8.6 Applications

8.6.1 Boundary approach application to the separator on the visibility constraint

Separator over the visibility constraint, as implemented in [30], suffers from this fake
boundaries when it deals with polygon obstacles. In fact, the contractor on the visibility
constraint is defined for an obstacle segment. The extension to polygons involves the union
of non-visible areas relative to each segment, and this union leads to fake boundaries.

Figure 8.15a shows an illustration of the separator on the visibility constraint as imple-
mented in [30]. For each obstacle segment, three segments are defined that specify visible
and non-visible parts of the space. For segment 41 is defined relative to the observation
point ?, the oriented half space on the left of segment 0, the one on the left of segment
1, and the same for segment 2. It is the same for the set of visible points for segment 42
defined by half planes on the left of segments 3, 4, and 5 . The set of masked points from ?

by 41 and 42 i then the union of these two sets �1 and �2. Paving this separator shows a
fake boundary as shown in Figure 8.15b.

41
42

0

1

2

�1

3

4

5
�2

?

(a) Separator construction
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(c) Boundary approach

Figure 8.15 Separator on the visibility constraint using the boundary approach

To avoid this problem, the boundary approach can be applied. The set of masked
points from observation point ? relative to segments 41 and 42 should be defined by half
planes on the left of segments 0, 1, 4, and 5 . The simplification of 2 = −3 has to be
taken into account while contracting to avoid this fake boundary. This simplification is
based on algebraic topology [92] in which boundary simplifications are defined and used.
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Figure 8.15c shows the paving of this separator using the boundary approach. There is no
longer fake boundaries appearing.

Remark. For now, fake boundaries have to be identified and removed by hand, as it not the main
topic of this paper. Neither [30] nor this work propose an automatic boundary simplification to
avoid fake boundaries in union of adjacent sets. Therefore, it is necessary to find solutions that are
problem-specific in order to avoid fake boundaries, as developed in the next subsection.

8.6.2 Toward a generic implementation of the separator on the visibility constraint

In the case of the visibility constraint another approach to solve this problem can be
proposed. The set of visible points from an observation point placed at (0, 0) relative to a
shape Y can be defined by :

S = {G ∈ R2 , ∃
 ∈ R | 
 · x ∈ Y} (8.9)

Denoting by 5 the homothety defined in Equation (8.10).

5 : R3 ↦→ R2

(x, 
) → 
 · x (8.10)

Remark. If the observation point is not placed at (0, 0), a simple translation of the problem leads
to the presented solution.

The set S can then be defined as the projection of 5 (Y) for 
 ∈ [0, 1]. Listing 1 show
the implementation of this separator using the Codac Library [78]. Figure 8.16b shows
the paving of this implementation of the visibility constraint. The comparison with Fig-
ure 8.16a, where the classical implementation of this constraint from [30] on the same
obstacle polygon is shown, validates that the problem of fake boundaries is avoided with
this method. Figure 8.16b requires 391 bisections whereas Figure 8.16a requires 321 bi-
sections. The complexity of these two approaches is quite similar, although all the tests
carried out lead to a slightly higher number of bisections for the proposed method, with
the benefit of a set without fake boundaries. This is mainly due to the projection algorithm
which induces bisections in the dimension of the homothety factor 
.

Listing 1 Separator on the visibility constraint using Codac Library

1 import codac as cd
2

3 # Set Y definition
4 polygon = [[2, 3], [3.5, 2.5], [4, -1], [5, 5], [1, 5], [2, 3]]
5 Sy = cd.SepPolygon(polygon)
6

7 # Set Z definition
8 f = cd.Function("x", "y", "a", "(a*x,a*y)")
9 Sz = cd.SepInverse(Sy, f)

10

11 # Projection of for a in [0, 1]
12 epsilon = 0.1
13 Sx = cd.SepProj(Sz, cd.Interval(0, 1), epsilon)

Figure 8.17 shows the paving of the visibility separator on the same obstacle presented
in Figure 8.1, but the proposed method avoid fake boundaries.
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Figure 8.16 Generic SepVisible implementation
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Figure 8.17 Separator on the visibility constraint on a room

Remark. The separator representing the obstacle could be any separator. However, the separator
must be in a closed form with an interior. This method is not applicable to segments or open polygons
for instance. But the advantage of this approach is that it can be applied to an ellipsis obstacle.

Remark. There are polygons for which the separator on the visibility constraint does not generate
fake boundaries. In these cases the classical implementation proposed in [30] is more efficient
than the proposed approach, as the algorithm used to project a separator is based on contractors
over quantifiers which requires bisections [13, 66]. Figure 8.18 shows the comparison between
the classical and the projection approaches on the paving of a visibility separator without fake
boundaries. The proposed implementation shown in Figure 8.18b requires 419 bisections whereas
the classical implementation shown in Figure 8.18a requires only 278 bisections.

8.7 Separator on the Remoteness constraint

The remoteness concept establishes a fundamental geometric constraint that relates the
spatial configuration of a range measurement sensors to the measured distance of obstacles
within its sensing cone. This constraint provides a mathematical framework for incorpo-
rating sensor measurements into state estimation algorithms for robotic systems operating
in structured environments. This constraint is particularly relevant for robots equipped
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Figure 8.18 Generic implementation of the separator on the visibility constraint

with acoustic range sensors, as ultrasonic sensors used with Uncrewed Aerial Vehicles,
or Uncrewed Ground Vehicles, and as sonars used with Uncrewed Underwater Vehicles.
The remoteness constraint is defined in the context of a two-dimensional environment,
and was introduced in [46]. In this paper, the remoteness constraint was introduced with
the expression of its inclusion function, and was used in an inclusion test. The goal of
this section is to present the remoteness constraint, and to provide a separator on this
constraint that can be used in a paving algorithm to solve state estimation problems.

Let m ∈ R2 denote the position of the acoustic range sensor in the global coordinate
frame. The measurement cone of the sensor is characterized by two unit vectors u1 and
u2 ∈ (1, where (1 represents the unit circle. These vectors define the angular boundaries
of the field of view of the sensor, establishing the geometric limits within which distance
measurements are valid.

Consider an obstacle represented as a line segment [a, b] in the environment, where
a, b ∈ R2 are the endpoints of the segment. The acoustic sensor measures the distance
3 ∈ R+ to the closest point on this obstacle segment that lies within the measurement cone
C(m, u1 , u2) defined by m, u1, and u2.

Figure 8.19 shows an illustration of the remoteness constraint. The sensor is located at
point m, and the measurement cone is defined by two unit vectors u1 and u2. The obstacle
segment is defined by its endpoints a and b. The measured distance 3 is the distance to
the closest point on the obstacle segment within the measurement cone. In this example,
the distance measured by the sensor is the is 3 = ||mb||.

By denoting by h the foot of the perpendicular from m to the line segment [a, b], by
h1 the intersection of the line defined by u1 and the line segment [a, b], and by h2 the
intersection of the line defined by u2 and the line segment [a, b], the measured distance
3 ∈ {||ma||, ||mb||, ||mh||, ||mh1||, ||mh2||,+∞}, depending on the position of m relative to
the segment [a, b] and the measurement cone C(m, u1 , u2).

These distances are computed using the following expressions :
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m

ab h1h2 h
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Figure 8.19 Remoteness of a segment [a, b] relative to a point m and two unit vectors u1 and u2

||ma|| =

√
(<G − 0G)2 + (<H − 0H)2 (8.11)

||mb|| =

√
(<G − 1G)2 + (<H − 1H)2 (8.12)

||mh|| =
34C(ab, am)
||ab|| (8.13)

||mh1|| =
34C(ab, am)
34C(u1 , ab) (8.14)

||mh2|| =
34C(ab, am)
34C(u2 , ab) (8.15)

Separators respectively consistent with these distance constraints are defined and
denoted by S3,0 , S3,1 , S3,ℎ , S3,ℎ1 , S3,ℎ2 .

Figure 8.20 shows the case when the condition 20 is true, i.e. 〈u1 , ab〉 ≥ 0∧〈u2 , ab〉 ≥ 0.
In this case, there are three areas:

(i) If 34C(u1 , bm) ≤ 0 ∧ det(ab, am) ≥ 0 ∧ 34C(u1 , am) ≥ 0, then m ∈ Sℎ1 , and the
distance is ||mh1||,

(ii) If det(u1 , am) ≤ 0 ∧ 34C(u2 , am) ≥ 0, then m ∈ S0 , and the distance is ||ma||,
(iii) Else the distance is +∞.
Figure 8.21 shows the case when the condition 2ℎ is true, i.e. 〈u1 , ab〉 < 0∧〈u2 , ab〉 ≥ 0.

In this case, there are four areas:
(i) If det(u1 , bm) ≤ 0 ∧ 〈ba, bm〉 ≤ 0, then m ∈ S1 , and the distance is ||mb||,
(ii) If 〈ba, bm〉 ≥ 0 ∧ det(ab, am) ≥ 0 ∧ 〈ab, am〉 ≥ 0, then m ∈ Sℎ , and the distance

is ||mh||,
(iii) If 〈ab, am〉 ≤ 0 ∧ 34C(u2 , am) ≥ 0, then m ∈ S0 , and the distance is ||ma||,
(iv) Else the distance is +∞.
Figure 8.22 shows the case when the condition 21 is true, i.e. 〈u1 , ab〉 < 0∧〈u2 , ab〉 < 0.

In this case, there are three areas:
(i) If det(u1 , bm) ≤ 0 ∧ 34C(u2 , bm) ≥ 0, then m ∈ S1 , and the distance is ||mb||,
(ii) If 34C(u2 , bm) ≤ 0 ∧ det(ab, am) ≥ 0 ∧ 34C(u2 , am) ≥ 0, then m ∈ Sℎ2 , and the

distance is ||mh2||,
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(iii) Else the distance is +∞.
Whatever the condition, the remoteness distance is +∞ when m satisfies the condition

34C(u1 , bm) > 0 ∧ 34C(ab, am) < 0 ∧ 34C(u2, am) < 0. In this case m ∈ S>DC .
Separators consistent with sets S0 , S1 , Sℎ , Sℎ1 , Sℎ2 , and S>DC are defined and are respec-

tively denoted by S0 , S1 , Sℎ , Sℎ1 , Sℎ2 , and S>DC .
The definition of the separator on the remoteness constraint is then expressed using the

separator on the "-constraint [44], separators on the distances, and separators on the areas
depending on the different cases expressed above. The "-constraint express an if-then-else
condition, which is used to select the appropriate separator based on the conditions 20 , 2ℎ ,
and 21 .

If 20 ∧ +∞ ∈ [3], then the separator on the remoteness is:

(A4<>C4=4BB = S>DC ∪ (S0 ∩ S3,0) ∪ (Sℎ1 ∩ S3,ℎℎ ) (8.16)

If 2ℎ ∧ +∞ ∉ [3], then the separator on the remoteness is:

(A4<>C4=4BB = (S0 ∩ S3,0) ∪ (Sℎ1 ∩ S3,ℎℎ ) (8.17)

If 2ℎ ∧ +∞ ∈ [3] is true, then the separator on the remoteness is:

(A4<>C4=4BB = S>DC ∪ (S0 ∩ S3,0) ∪ (Sℎ ∩ S3,ℎ) ∪ (S1 ∩ S3,1) (8.18)

If 2ℎ ∧ +∞ ∉ [3] is true, then the separator on the remoteness is:

(A4<>C4=4BB = (S0 ∩ S3,0) ∪ (Sℎ ∩ S3,ℎ) ∪ (S1 ∩ S3,1) (8.19)

If 21 ∧ +∞ ∈ [3], then the separator on the remoteness is:

(A4<>C4=4BB = S>DC ∪ (S1 ∩ S3,1) ∪ (Sℎ2 ∩ S3,ℎ2) (8.20)

Finally, if 21 ∧ +∞ ∉ [3], then the separator on the remoteness is:

(A4<>C4=4BB = (S1 ∩ S3,1) ∪ (Sℎ2 ∩ S3,ℎ2) (8.21)

Figure 8.23 shows that computing the remoteness in this way can lead to the creation
of fake boundaries, which are visible as a line of uncertain yellow boxes in the inner
approximation of the set.

To avoid this issue, a boundary preserving form can be used, as the fake boundaries
are appearing at the interface between S0 and Sℎ , at the interface between S0 and Sℎ1 , at
the interface between Sℎ and S1 , and at the interface between Sℎ2 and S1 . Four new sets
are then defined:

S0ℎ = S0 ∪ Sℎ (8.22)
S0ℎ1 = S0 ∪ Sℎ1 (8.23)
Sℎ1 = Sℎ ∪ S1 (8.24)
Sℎ21 = Sℎ2 ∪ S1 (8.25)

These sets are defined by their boundaries and not directly by performing union on
the consistent contractors. This means that:

(i) S0ℎ is the set of positionsm such that 〈ba, bm〉 ≥ 0∧34C(ab, am) ≥ 0∧34C(u2 , am) ≥
0,

(ii) S0ℎ1 is the set of positions m such that 34C(u1 , bm) ≤ 0 ∧ 34C(ab, am) ≥ 0 ∧
34C(u2 , am) ≥ 0,
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Figure 8.23 Separator on the remoteness constraint with fake boundaries

(iii) Sℎ1 is the set of positions m such that 34C(u1 , bm) ≤ 0 ∧ 34C(ab, am) ≥ 0 ∧
〈ab, am〉 ≥ 0,

(iv) Sℎ21 is the set of positions m such that det(u1 , bm) ≤ 0 ∧ 34C(ab, am) ≥ 0 ∧
34C(u2 , am) ≥ 0.

Then, using these new sets, boundary overlapping sets can be added in the expression
of the separator to avoid fake boundaries. If 20 is true, then the separator on the remoteness
is:

(A4<>C4=4BB = (S0 ∩ S3,0) ∪ (Sℎ1 ∩ S3,ℎ1) ∪ (S0ℎ1 ∩ S3,0 ∩ S3,ℎ1) (8.26)

If 2ℎ is true, then the separator on the remoteness is:

(A4<>C4=4BB = (S0 ∩S3,0)∪ (Sℎ ∩S3,ℎ)∪ (S1 ∩S3,1)∪ (S0ℎ ∩S3,0 ∩S3,ℎ)∪ (Sℎ1 ∩S3,ℎ ∩S3,1)
(8.27)

And if 21 is true, then the separator on the remoteness is:

(A4<>C4=4BB = (Sℎ2 ∩ S3,ℎ2) ∪ (S1 ∩ S3,1) ∪ (S1ℎ2 ∩ S3,ℎ2 ∩ S3,1) (8.28)

122



8.7 Separator on the Remoteness constraint

Figure 8.24 shows pavings of the remoteness constraint on an obstacle segment [a, b]
represented in red, with two unit vectors. The separator is characterizing the set of
possible positions m for the sensor compatible with a measured distance 3 = [4, 5]. Each
line represents a different case of 〈u1 , ab〉 and 〈u2 , ab〉 as presented above. Each row
represents a different value of measured distance [3] ∈ {[4, 5], [5,+∞], {+∞}}. The pink
area represents the set of positions m compatible with the measured distance 3 and the
unit vectors u1 and u2, while the blue area represents the set of positions m not compatible
with this measurement, and the yellow area represents the uncertain set.

(a) 3 = [4, 5] (b) 3 = [5,+∞] (c) 3 = {+∞}

(d) 3 = [4, 5] (e) 3 = [5,+∞] (f) 3 = {+∞}

(g) 3 = [4, 5] (h) 3 = [5,+∞] (i) 3 = {+∞}
Figure 8.24 Paving of the separator on the remoteness constraint

It is noticeable on these figures that once +∞ ∈ [3], the area surrounding the remote-
ness domain is characterized as inside by the separator. This area became the only area
compatible with the measurement 3 as soon as 3 = {+∞}.
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8.8 State estimation in cycles using the remoteness

The separator on the remoteness constraint can be applied to solve state estimation problem
in cycles. The objective is to estimate the initial position of the cycle by usingmeasurements
performed along the cycle.

Consider an underwater robot navigating in a pool without obstacles of dimension
10 × 20m. The robot is equipped with an acoustic range sensor that measures the distance
to its right wall and returns the closest distance. The robot is controlled in the two-
dimensional plane at a constant depth and speed. The robot performs square cycles in the
pool by following the timed automata shown in Figure 8.25.
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Figure 8.25 Timed automaton of the square cycle in the pool example

By following this automaton, the robot performs a square cycle in the pool. A rangemea-
surement H0 is performed at the beginning of the cycle, and a second range measurement
H1 is performed at the beginning of the second side of the square. Using the remoteness
constraint it is then possible to estimate the position of the robot at the beginning of the
cycle iteration, denoted by p.

Figure 8.26 shows the trajectory of the robot represented inwhite in the pool represented
in black. The position of the robot when starting the 8Cℎ iteration of the cycle is represented
in yellow, which is also the position of the measurement H0, and the position of the second
measurement H1 is represented in gray.

Figure 8.26a represents in pink the set of compatible positions m for the robot com-
patible with the measurement H0 performed at the beginning of the last cycle. This set is
estimated using the separator on the remoteness constraint on all the segments of the pool.

Figure 8.26b represents in pink the set of compatible positions m for the robot compati-
ble with the measurement H1 performed at the second segment of the last cycle. This set is
estimated using the separator on the remoteness constraint on all the segments of the pool.

To solve the state estimation problem, the two sets of compatible positions m have to
be intersected. The set of positions m compatible with the measurement H0 is already
at the start of the cycle, but for the second measurement, as it is not taken at the start of
the cycle, it has to be translated to it. This is done by applying the transformation of the
separator [36] using the composition of the two flow functions of the robot between the
start of the cycle and the position of the second measurement.

5 5 F3(m) = m + )1(31 , )0(30 , 0)) (8.29)
51F3(m) = m − )1(31 , )0(30 , 0)) (8.30)
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(a) Range measurement H0 (b) Range measurement H1

Figure 8.26 Trajectory of the robot in the pool and set of possible positions for the sensor compatible
with the measurements H0 and H1

Remark. As the transformation is independent of the initial position, the displacement is computed
using the flow function applied to an initial condition x0 = 0. This is then used to compute the
transformation of the separator whatever the initial position of the cycle.

Figure 8.27 shows the intersection of the two sets of compatible positions for the cyclic
state of the last iteration of the cycle performed by the robot in the pool. The set in pink
well encloses the real position of the robot at the beginning of its last cycle iteration.

8.9 Conclusion

This chapter has addressed fundamental challenges in set-based state estimation, develop-
ing novel theoretical frameworks and practical solutions that significantly advance the
field’s capability to handle complex estimation problems in constrained environments.
The work presented establishes a comprehensive foundation for robust state estimation in
scenarios where traditional methods face inherent limitations, particularly in underwa-
ter robotics applications where GNSS is unavailable and environmental constraints are
paramount.

A central contribution of thiswork has been the identification and amethod to dealwith
fake boundaries in set-methods. These fake boundaries emerge at the union of adjacent
contractors, and particularly occurs with geometric constraints. These fake boundaries
not only compromise the accuracy of the estimated sets but also introduce computational
inefficiencies that increase the complexity of the estimation problem.

A significant theoretical contribution of this work has been the comprehensive topolog-
ical and Hausdorff stability analysis of set operators, particularly union and intersection
operations fundamental to contractor-basedmethods. This analysis has provided themath-
ematical foundation for understanding when and why fake boundaries emerge, leading to
a rigorous classification of estimation problems based on their stability properties.

The distinction between Hausdorff-stable and non-stable problems has proven to be
fundamental in determining the appropriate solution strategy. Hausdorff-stable problems
exhibit predictable behavior under small perturbations, allowing for the development
of boundary-preserving techniques that maintain topological fidelity. Conversely, non-
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Figure 8.27 Estimation of the cyclic state of the last iteration using the remoteness constraint

stable problems require more sophisticated handling through specialized approaches that
account for their inherent sensitivity to discretization effects.

Building upon the stability analysis, two complementary solution strategies have
been developed to avoid fake boundaries while preserving computational efficiency. For
Hausdorff-stable cases, the boundary preserving form maintains the topological integrity
of the solution set by ensuring the boundary of the paved set is preserved.

For general and non-stable cases, the boundary approach focus on building a paving
of the boundary of the set of interest, and then to characterize the inner approximation
and the outer one by using a predicate test on the sub pavings separated by the boundary.
As the boundary has been build by hand, no fake boundaries are introduced in the result.

The practical significance of our theoretical developments has been demonstrated
through their application to visibility constraint problems. The classic implementation of
visibility constraints has been shown to suffer from fake boundaries, particularly when
dealing with the visibility relative to a polygon obstacle.

A novel contribution of this work has also been the development and comprehensive
formulation of the separator for remoteness constraints, addressing a previously underex-
plored aspect of set-based estimation. The remoteness constraint is representing the set
of possible position for a sensor respecting a measured distance constraint from segment
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obstacles using a sensor with a thick directivity.
This allows to solve state estimation problem for stable cycles navigating a known

environment such as a pool. Measurements taken along the cycle could estimate the set of
states for the robot compatible with the measurement, which could characterize the set of
possible starting points for the cycle in the pool.
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9
Conclusion

This thesis introduces a paradigm shift in robotic navigation for GNSS-denied environ-
ments, moving from the traditional localize-then-navigate approach to an integrated navigate-
while-localizing methodology. Through the development of cycle-based navigation, we
have demonstrated that robots can achieve robust autonomous navigation in challenging
environments such as underwater domains, where conventional localization infrastructure
is unavailable or unreliable.

9.1 Main Contributions of this Manuscript

The work presented in this manuscript establishes a comprehensive theoretical and practi-
cal framework for cycle-based navigation through four interconnected contributions that
collectively address the fundamental challenges of autonomous navigation in infrastructure-
poor environments.

9.1.1 Cycle Control Framework

The foundation of our approach lies in the introduction of coupled control systems that
leverage timed automata synchronized with a dynamical system. By formalizing cycle
abstraction and establishing control over input durations, we have created a novel means
to control robots along desired trajectories without relying on precise localization. The
comparative analysis of multiple controllers—including dead-beat, proportional, sign, and
tanh implementations—demonstrates the versatility of this approach in stabilizing cycles
using only sparse environmental measurements. Successfully tested both in simulation
and in real-world BlueBoat trials navigating along isobaths without GNSS, this method
provides compelling evidence of cycle control’s viability.

9.1.2 Theoretical Foundations of Cycle Stability

Our theoretical analysis extends beyond empirical validation to establish rigorous mathe-
matical foundations for cycle navigation. Stability is proved at two levels. On one hand, a
method to characterize the inner approximation of the positive invariant set of the cycle is
presented, which provides a formal guarantee of cycle stability around an equilibrium
point. On the other hand, the capture basin of the stable cycle leading to the positive
invariant set is computed, which characterizes the set of initial conditions that will lead to
a stable cycle. This theoretical framework not only validates the robustness of the approach
but also reveals important limitations and sensitivities to initial conditions, providing
clear boundaries for the method’s applicability and informing practitioners about optimal
deployment strategies.
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9.1.3 Navigating using Stable Cycles

The introduction of the capture basin associated to a cycle enables cycle-based navigation.
By constructing reachability graphs that connectmultiple cycles, it is possible to navigate by
leaping between locally stable cycles, effectively creating a multi-cycle navigation strategy.
This approach is based on the reachability of the capture basin of one cycle from another in
dead-reckoning. If dead reckoning is insufficient, a long-range navigation strategy could
be implemented by using the cycle formalism to follow an isobath linking a stable cycle
to the capture basin of another cycle. This method allows coverage and exploration of
worldsWorlds, which are strongly connected subsets of cycles. This multi-cycle framework
transforms isolated cycle behaviors into a comprehensive navigation solution capable of
handling complex, large-scale missions while maintaining the robustness guarantees of
individual cycles.

9.1.4 State Estimation using Interval Methods

The final contribution addresses the challenge of state estimation of the robot during cycle
execution. Two contributions are proposed in the manuscript. First, the introduction of a
boundary approach to deal with the union of adjacent contractors is proposed to decrease
the uncertainty introduced by fake boundaries in the interval-based state estimation.
This problem occurs generally with geometric contractors, such as the visibility or cross
constraint. Second, the development of separators for remoteness constraints enables the
robot to extractmeaningful position information frommeasurements gathered during cycle
execution. This is particularly important in underwater environments where traditional
localization methods are ineffective, and where the robot must rely on sonar distance
measurements to estimate its position. The remoteness concept is not new, but the proposed
implementation of the separator for the remoteness constraint is a contribution.

9.2 Paradigm Shift and Theoretical Significance

The cycle-based navigation paradigm represents a fundamental departure from conven-
tional robotic navigation architectures. Traditional approaches require accurate localiza-
tion as a prerequisite for navigation, creating a dependency on external infrastructure
or computationally intensive algorithms. Our approach inverts this relationship, using
navigation behaviors as the primary mechanism for both locomotion and localization.

This paradigm shift offers several theoretical advantages. First, it provides natural
robustness against localization failures, as the system does not rely on maintaining a global
position estimate. Second, it leverages the structure of the environment as an integral part
of the navigation solution, rather than treating it as an obstacle to be mapped and avoided.
Third, it enables operation in environments where traditional methods fail or are difficult
to use, such as underwater domains with limited and expensive localization solutions.

The theoretical guarantees provided by our stability analysis ensure that this paradigm
shift is not merely pragmatic but mathematically sound. The formal characterization of
convergence conditions and stability regions provides confidence that the system will
perform predictably even in the face of environmental uncertainty and measurement noise.

9.3 Experimental Validation and Practical Impact

The real-world validation of our approach on the BlueBoat platform demonstrates the
transition from theoretical concept to practical implementation. The successful naviga-
tion along underwater isobaths without GNSS represents a significant achievement in
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autonomous marine robotics, where traditional navigation methods face severe limitations
due to signal attenuation and infrastructure absence.

The experimental results validate not only the technical feasibility of cycle-based navi-
gation but also its practical advantages in terms of computational efficiency and hardware
requirements. By eliminating the need for complexmapping algorithms andhigh-precision
sensors, our approach enables autonomous navigation on resource-constrained platforms,
potentially democratizing access to autonomous underwater vehicle technology.

The robustness demonstrated in real-world conditions, including environmental distur-
bances and measurement uncertainties, confirms that the theoretical guarantees translate
effectively to practical applications. This validation is particularly significant given the
challenging nature of underwater environments, where traditional validation approaches
often rely on controlled conditions.

9.4 Limitations and Scope

While our contributions represent significant advances in autonomous navigation, it
is important to acknowledge the limitations and scope of the current work. The cycle-
based paradigm is particularly well-suited to structured environments where meaningful
geometric features can be exploited for navigation. In completely unstructured or highly
dynamic environments, the benefits of our approach may be diminished.

The sensitivity to initial conditions, identified through our theoretical analysis, re-
quires careful consideration during deployment. While the capture basins provide formal
guarantees for convergence, successful initialization remains a critical factor for system
performance. Additionally, the current framework assumes relatively static environmen-
tal conditions during cycle execution, which may limit applicability in highly dynamic
scenarios.

The computational requirements for interval-based state estimation, whilemoremodest
than full SLAM solutions, still represent a consideration for severely resource-constrained
platforms. The trade-offs between estimation accuracy and computational load require
careful tuning for specific applications.

9.5 Future Research Directions

The work presented in this thesis opens several promising avenues for future research that
could significantly extend the impact and applicability of cycle-based navigation.

9.5.1 Global Convergence Characterization

While our theoretical analysis provides local stability guarantees, characterizing global
convergence properties remains an open challenge. Understanding the global behavior
of multi-cycle systems could enable more sophisticated mission planning and provide
stronger theoretical foundations for large-scale deployments.

9.5.2 Automated Cycle Design

The current approach requires manual specification of cycle parameters and environmental
features. Developing automated methods for cycle design, potentially through machine
learning or optimization techniques, could significantly improve the accessibility and
adaptability of the framework. This could include learning optimal cycle parameters from
environmental data or adapting cycle behaviors based on performance feedback.
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9.5.3 Integration with Learning-Based Methods

The combination of cycle-based navigation with modern machine learning approaches
presents exciting opportunities. Reinforcement learning could be employed to optimize
cycle parameters or to learn adaptive behaviors for different environmental conditions.
Deep learningmethods could enhance feature detection and environmental understanding,
while maintaining the robust foundation provided by cycle-based control.

9.5.4 Multi-Agent Coordination

Extending the framework to multi-agent systems could enable cooperative navigation
strategies where multiple robots coordinate their cycles to achieve collective objectives.
This could be particularly valuable for applications such as underwater surveying or search
and rescue operations. Moreover, the cycle paradigm could solve the rendezvous problem
in multi-agent systems [56, 32], where agents need to meet at a specific location without
prior knowledge of their relative positions.

9.5.5 Environmental Adaptation

Developing methods for real-time adaptation to changing environmental conditions could
significantly broaden the applicability of cycle-based navigation. This could include online
learning of environmental features or adaptive modification of cycle parameters based on
performance metrics.

9.5.6 Sensor Fusion and Multi-Modal Perception

While our current work focuses primarily on geometric features, integrating additional
sensing modalities such as acoustic, magnetic, or chemical sensors could enrich the envi-
ronmental understanding and enable navigation in environmentswhere geometric features
are insufficient.

9.6 Concluding Remarks

This manuscript demonstrates that robust autonomous navigation in GNSS-denied en-
vironments is achievable through a fundamental reconceptualization of the navigation
problem. By embracing the cycle-based paradigm and the navigate-while-localizing phi-
losophy, we have created a framework that is both theoretically sound and practically
viable.

The contributions presented here extend beyond the specific domain of underwater
robotics to offer insights applicable to any autonomous system operating in infrastructure-
poor environments. The theoretical foundations, validated through real-world experimen-
tation, provide a solid basis for future developments in autonomous navigation.

As autonomous systems increasingly operate in challenging environments where tra-
ditional infrastructure is unavailable, the principles and methods developed in this work
offer a pathway toward more robust, adaptable, and capable autonomous agents. The
cycle-based navigation paradigm represents not just a technical solution, but a conceptual
framework that could influence the design of autonomous systems across multiple do-
mains. The journey from theoretical concept to practical implementation demonstrates
the value of combining rigorous mathematical analysis with empirical validation. As we
continue to push the boundaries of autonomous capabilities, this integrated approach will
remain essential for developing solutions that are both scientifically sound and practically
impactful.
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Through this work, we have taken a significant step toward enabling truly autonomous
operation in the world’s most challenging environments, opening new possibilities for ex-
ploration, monitoring, and intervention in domains previously inaccessible to autonomous
systems.
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